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ABSTRACT
Image Processing on a Content
Addressable Array Parallel Processor

August, 1984
Charles Chilton Weems Jr., B.S., M.A., Oregon State
University, PhD., University of Massachusetts

Directed by: Professor Caxton C. Foster

We present the design of a Content Addressable Array
Parallel Processor (CAAPP) for image processing and low to
intermediate level vision processing. This new architecture
combines: a) associative processing including global
broadcast and response to and from the array of cells, and
b) afray processing via local square neighborhood
computation. This combination of capabilities can be used
to close the feedback loop between high and low level vision
processing, by providing appropriate and effective
mechanisms for bidirectional information flow between the
CAAPP and its host symbolic processor. A number of

algorithms are presented which demonstrate this.

The CAAPP design consists of a square array of 512 by
512 processors, with its own controller, driven by a host
processor. The basis of the hardware design is a custom
VLSI chip which contains 64 bit-serial processors. We have

taken a pragmatic view of fabrication technologies (VLSI,

vi



packaging, etc.), approaching the design very
conservatively. The architecture does, however, represent a
genuine increase in processing power over the best machines

now available. The design of a test chip with 16 processors

is presented to demonstrate the feasibility of construction

with current technology.

The experience needed to achieve an effective Ccaapp
design was attained by iterative evaluation and redesign.
The evaluations consisted of developing algorithms with a
subsequent analysis of architectural effectiveness. Two
iterations of the development process are presented here.
The first is our experience with a commercially available
system. The second is the analysis of our first CAAPP
design, bésed on simulations that gave us statistics for
static and dynamic instruction set usage. The result is
three new designs, based on the capabilities of three

potential fabrication technologies.

Several of the parallel algorithms developed as part of
the evaluation process are, themselves, of considerable
interest. These include a method of decomposing rotational
and translational motion parameters from an optic flow
vector field, an order square-root of N sorting algorithm,
and a way of performing LISP garbage collections that

insures the capability of real-time response.
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Preface

"Consensus is a necessary condition for a successful political system."

---Enid Bak

L

"Any system is characterized by action or behavior that is oriented toward specific
goals."

-—--Talcott Parsons

L
High quality service at the front line has to start with a concept of
service that starts with top management and finds its way into the structure
L’ and operation of the organization. The role of management is to build and
maintain the culture, set expectations of quality, provide a motivating climate,
furnish the necessary resources, help solve problems, remove obstacles and
make sure high-quality job performance pays off.
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CHAPTER I

INTRODUCTION AND OVERVIEW

"And generally it is good to commit the
beginnings of all great actions to Argus with his
hundred eyes, and the ends to Briareus with his
hundred hands; first to watch and then to
speed..." -- Francis Bacon: Of Delays

The focus of this dissertation is the design of a highly
parallel computer architecture for image processing and
computer vision. There are three basic problem areas that
must be integrated in order to produce an effective machine
design. These three areas are: Computer vision, computer
architecture and engineering. From the computer vision area
it is necessary to determine what is required of a machine
that can be wused to facilitate the solution of the vision
problem. From the computer architecture area it must be
determined what machine structures should be selected to
meet the requirements set forth by the vision area. The
engineering  problems that must be addressed are the
limitations of current fabrication technology, and what can
actually be built within those limitations. This involves
not only VLSI circuit design, but also integrated circuit
packaging technology, circuit board fabrication technology,

power and signal distribution techniques, heat dissipation

problems, radio frequency electrical shielding, circuit



board and integrated circuit connector technology, and even
mechanical mounting technology for housing the completed

system.

The Vision Problem

Returning to the first of the problem areas, computer
vision, a close examination will reveal that specifying the
processing requirements is not a simple task. The
difficulty is that the computer vision problem itself is far
from being solved, and is currently a rapidly evolving area
of research. At this point in~ time, nobody can give a
detailed algorithmic specification for a general vision
interpretation system, Rather than a set of specific
processing requirements, then, it is only possible to give a
list of general features that must be present in any machine
that is to be used to significantly advance the vision
problem. It is believed that if such machines are built,
they will greatly facilitate research and define many issues

in machine vision development.

In the discussions that follow, there will be little
direct reference to image processing which, usually, refers
to the enhancement and classification of images. In

general, the computer vision problem subsumes the tasks
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performed in normal image processing. The computer vision
problem can be summarized as the automatic transfogmation of
an image to a symbolic form that represents a description
and an understanding of the content of the image. This

process may be referred to as an iconic to symbolic

transformation.

From our perspective, the computer vision problem will
be described as involving three levels of processing. These
are referred to as the low, intermediate and high levels.
The low level consists mainly of operations on pixels and
neighborhoods of pixels, similar to the types of operations
performed in standard image processing tasks. 4 The
intermediate level provides an interface between the low and
high levels of representation, that 1is, between an iconic
pixel-based representation and the symbolic elements
representing visual knowledge. 1In the UMASS VISIONS system
(84, 85], which is the environment in which most of this
research was conducted, the intermediate level consists of a
symbolic description of the two dimensional image in terms
of regions and line segments, and their associated
attributes. 1In some systems this level would consist of
representations of surfaces, or more generally, "intrinsic"

features of the physical environment that are in

registration with the image.



The high 1level processing relates the symbolic
two-dimensional representations of the intermediate level to
object descriptions, stored in a knowledge base of
information about the three-dimensional world. The result
is a symbollic representation of the content of a specific
image in terms of the general stored knowledge of the object
classes and the physical environment. Communication between
these levels is by no means unidirectional. 1In most cases,
recognition of an object or part of a scene at the high
level will establish a strategy for further processing and
probing at the low and intermediate levels, in order to pull

out additional features under the guidance of a partial

interpretation.

Based on this general view of the vision problem, a key
requirement is a flow of communication and control both up
and down through all levels of visual representation. 1In
the upward direction, the communication consists of summary
{nformation and statistics that allow processes at the
higher 1levels to evaluate the success‘ of 1lower level
operations, and also the passing of actual symbols. In the
downward direction the communication consists of commands
for selecting subsets of the image for specifying further
processing in particular portions of the image, and requests

for information in terms of the intermediate
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representation.

The long range goal, of course, is for all of this to be
done in "real time". Real time can best be defined as
whatever time the processing may take without causing the
system to fail to meet its time dependent goals. By this
definition, real time is purely application dependent. For
example, vehicle navigation in a dynamic environment
requires control decisions to be made roughly once each
second. This, however, depends upon the speed of the
vehicle and the speeds of independently moving objects in
the environment. If the vehicle is being visually guided,
then several frames may need to bpe processed in one second
in order to determine parameters of motion. Therefore, many

of the low level operations necessary to achieve this must

1,

.be performed at video rate. Specifically, the time for

scanning one video frame (one thirtieth of a second) will be
used as a basis for speed comparisons. It should be noted
that this was simply chosen as a convenient time period for
discussion and comparison of operating speeds in relation to

real time. Many applications will, as mentioned above, not

impose such strong time restrictions.

It is obvious that many applications require some form
of massive parallel processing. Consider a serial machine,

with a one microsecond instruction time, processing a 512 by



512 image (roughly a quarter of a million pixels). Even if
an image operation can be performed in 20 instructions for
each pixel, the total time will be five seconds for the
operation. Vision processing might require hundreds of such
operations, so it is quite obvious that a serial processor
will take too long to generate a result even for an
application that requires far less than video rate

processing. This is due to the well known "von Neumann

bottleneck", in which a large memory must be accessed and

processed one cell at a time.

From the above description of the computer vision
problem, a set of general requirements for a computer vision
architecture can be deduced. Not the least of these is the
ability to process images in real time, preferrably with a
series of many operations being performed in a frame time.
As a separate point, this implies that the machine must be
able to 1load (and possibly dump) a complete image in well
less than a frame time (or in parallel with the actual
processing of a previous frame). Loading a 512 by 512 by 16
bit image in under one frame time represents a rather high
data transfer rate. Since a great number of 1low level
operations will be needed to support processing at the
higher levels, the speed requirement would tend to indicate

the need for a pixel per element class, mesh connected

L.
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cellular array processor. It is generally recognized that
these provide the greatest speed in performing 1low level

image operations.

Most important of the architectural requirements,
however, is that a general vision machine should provide
mechanisms for communicating information and control both up
and down through the three levels of representation. The
machine must be able to provide the necessary summary
information quickly, so that it can try a variety of
processing approaches to produce the best results. This
type of communication will be necessary to permit the
autonomous transformation of an image to a set of meaningful
symbols. For this reason, the mechanisms that provide the

summary information must be applicable to both pixel and

symbol data.

A key issue 1in achieving an effective architecture, is
the ability to maintain the low and intermediate
representations, pixels and symbolic region, line and
surface representations simultaneously in the same machine.

The necessity of dumping an image out, for evaluation by a

sequential program, must be avoided at all cost, It is

simply too time consuming to transfer the volume of

information contained in an image. Even if it took no time

to dump the information, the time required for serial



evaluation would still be too great. Dumping an image for

outside evaluation simply defeats the entire purpose of
having a special parallel processor for computer .vision.
Instead, the computer vision machine must be able to provide
enough feedback to the controlling processor to allow all of

the operations to take place within the vision machine

itself.

The Architecture Problem

The problem facing the computer architect is to design a
machine that 1is specialized for vision processing but. which
is sufficiently general that new approaches, to the various
aspects of vision, can be implemented on it. It is quite
simple to build special purpose machines that implement
particular image processing algorithms with great speed.
However, as mentioned above, computer vision research is a
dynamic, rapidly changing area. New algorithms are
constantly under development and experimentation. At this
stage of our understanding of the problem, for a wvision
architecture to be considered a contribution, it must be
sufficiently fast and general to allow complex

experimentation up to the interpretation level.

The basic architectural issues to be addressed for
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vision stem from the requirements of the problem: the
ability to process both pixel and symbol data, a fast
processing rate, the ability to select particular subsets of
the pixels for special processing, feedback mechanisms that
allow focussing of attention and data-directed processing
(without having to dump the image for external evaluation),
and the ability to transform an image into a set of

meaningful symbols that describe it.

The general solution that we have developed and which
will be presented in this dissertation is a machine that is
a fusion of mesh connected cellular array processors and
associative or content addressable parallel processing
capabilities. The review chapter will more fully explaiﬁ
the benefits of combining these two sets of capabilities.
To briefly summarize, however, previous research has shown
that a mesh connected‘cellular array is a structure that is
extremely well suited to performing basic 1local image
érocessing tasks. With one processing element per pixel,
such a machine can perform very quickly many of the basic
image processing operations, including both the pixel and
local neighborhood classes of operations. The problem with
the cellular arrays that have been proposed is that they

generally do not provide for selective processing of pixel

subsets (such as collections of regions or line segments
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based on location or particular .attributes of color,
texture, size, shape, etc.), nor do they supply feedback to
the controller. 1In other words, they do not provide the
necessary bidirectional communication between symbolic
processing and pixel processing. An image is simply loaded,
some operations aré applied to it, and then the image is

returned for external sequential processing or human

presentation,

Research on content addressable parallel processors
(CAPP), on the other hand, has always emphasized selecting
and processing arbitrary subsets of the data elements,
providing feedback to the controller and doing whatever is
necessa?y to keep from having to move data in and out of the
processor. This is because the time required for loading
.the data, which 1is roughly equivalent to the time to
serially process the data with one operation, must be
included in the total processing time. In order to claim
any significant speed increase over a serial processor, a
CAPP must be able to average the data load time with a large
number of parallel operations. One way of achieving this is

to reduce the number of times that the data must De

transferred in and out, by eliminating the need to

externally evaluate the results of processing. This can be

done by providing global Ssummary mechanisms that feed back

e .
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to the controlling processor, to allow it to perform the
evaluation of the processing without removing the data from
the processor. It will be seen that the combination of
features provided by cellular arrays and associative
brocessors is exactly what 1is dictated by the requirements
of the wvision problem. Thus, the end result of this
particular bit of research is the design of a Content

Addressable Array Parallel Processor (CAAPP) for computer

vision.

The decision to build a computer vision machine based on
a CAAPP architecture does not solve all of the architectural
problems, however. It would be quite easy to build a CAAPP
that is not well suited for vision. Therefore, deteramining
the fundamental operations and processing element
characteristics required to produce a good vision processor

is the basis for much of the research that will be presented

here.

The Engineering Problem

This essentially boils down to: Given what is desirable

in a wvision machine, how much of it can actually be built.

It would be desirable, for example, to give each Ccaapp

processing element the full power of a -minicomputer.
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Realistically, however, this simply isn't feasable in a
processor per pixel machine. Besides the prohibitive cost,
the complexity that such a design would entail will lead to

very unreliable hardware.

The approach that has been taken, in the course of this
research, has been to develop sets of constraints on the
designs which keep them within the 1limits of buildability
for particular given technologies, The technologies
involved are integrated circuit fabrication (vLsI),
integrated circuit packaging, circuit board construction,
connectors for wiring between circuit boards, backing
storage, image displays, and so on. For all but one of the
designs presented here, the technology employed is mature
and reliaﬁle. The guiding philosophy has been that it is
dangerous to both push the 1limits of architecture and

technology at the same time. To do so is a sure formula for

failure.

Thus, it is the engineering problems which will temper
the potential solutions for the vision and architecture
problems with realism. Throughout this dissertation the
vision, architecture and engineering problems are
continually being played off against each other to produce a

good set of tradeoffs in the final design.
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Some of the specific engineering problems that must be
addressed are: number of componenents on a VLSI chip, heat
dissipation, number of connections on chips and circuit

boards, size of circuit boards, 1lengths of wires, signal

propagation times, switching times, interfacing, power
distribution, reliability, and cost. Proper evaluation of a
design with respect to these can only be done through actual
construction. Thus, it will be noted that part of this

research involved actually designing VLSI chips to permit

this evaluation to be done.

The Experience Problem

There is one more problem area which encompasses all of
these three areas. This is the general lack of experience
in designing real architectures for vision. Because no one
has yet built a true, general vision machine, the initial
foray into this realm is highly speculative. For this
reason, the approach taken with this research nas been to go
through several iterations of design and evaluation in order
to build a base of expertise on which the final conclusions
can ' rest. This has included experimentation on, and

evaluation of, an actual hardware system, as well as the use

of several simulators.
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The Contributions of this Research

This research began by addressing the experience
problem. Before designing a CAAPP system of our own, it was
felt that the best course of action would be to spend
several months developing expertise by programming a
previously existing CAPP system. 1In this case, a Semionics
REM provided the hardware environment. The REM and the
results of our experience with it, as well as several local
hardware modifications are described in chapter three. It
was this experience that heavily influenced the details of
the design work that followed. Let us consider the most
important of the conclusions from this case study. The
some/none and response count report mechanisms are very
important because they provide a way for a controlling
processor to quickly get a summary of the global state of
the processing array. Specifically, some/none indicates
whether any or none of the processing elements is in a given
state, and the response count is an integer representing the
number of processing elements in a given state. Other
conclusions include the desirability of having more
processing elements with smaller memories in order to
increase parallelism, that nearest neighbor connections were

valuable both because they allow certain types of algorithms
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to be performed and because, given smaller memories in the
cells, they provide a means of simulating larger memories,

and finally that bit serial processing elements are more

cost effective than bit parallel elements.

From these findings an initial design for a CAAPP was
developed. The machine was designed as a 512 by 512 array
of processing elements, connected by a four way mesh, with
hardware some/none, response count, and response resolution
(the ability to select a single element for processing when
several have responded to a query). Other global report
mechanisms were developed in software, including maximum and
minimum value, mean, standard deviation, and center of

mass. The response count mechanism is particularly

innovative in that it is reasonably fast (about 10660 times

_faster than a serial count) but requires very little special

hardware. This is because it takes advantage of the square
grid communications network. The processing element design
was kept very simple in order to enhance reliability, and

consisted of five single bit registers, 32 bits of memory, a

simple ALU and some data routing logic.

After designing the machine architecture, it was

necessary to show that it could be built. This involved a

VLSI design effort that resulted in a one-quarter size test

chip with sixteen processing elements. (The eventual goal
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was to put 64 processing elements on a single chip.)
Although the chip was never fabricated, due to problems of
obtaining access to the foundry for which it was designed,
various electrical simulations indicate a high probability
that it will work. This exercise also addressed the
experience problem, giving us a good background in VLSI
design, and a solid feel for what could and could not be
done with mature fabrication technology. The first CAAPP
design, the VLSI implementation of the test chip, and an

analysis of the chip are presented in chapter four.

Besides showing that the first design could be cast in
silicon and evaluated from a hardware viewpoint, it was
decided that a software simulator should also be built that
would allow various applications to be developed in order to
also evaluate the architecture from a software viewpoint.
Roughly 30 such applications were then programmed for the
CAAPP, ranging from simple arithmetic macro operations to
image enhancement processes. Each of these was evaluated
for timing and instruction set usage. These are presented
in chapter five. An algorithm for extracting rotational and
translational motion parameters from an optic flow field is

particularly interesting.

From the instruction set usage statistics an analysis of

weak points, delays and bottlenecks in the architecture is
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developed in chapter six. This chapter also presents a
variety of solutions, forming a shopping list of potential
hardware enhancements. The effectiveness of each of these
enhancements is then evaluated by developing a figure of
merit based on the speed increase that each would provide
for a set of frequently used instruction sequences (weighted
by frequency of use for each macro), versus a cost measure

based on difficulty of implementation for each of the

enhancements.

In the 1last part of chapter six, three sets of design
constraints are presented to guide the design of three more
advanced CAAPP architectures. One of these is identical to
the original set of constraints imposed on the firsﬁ
design. fhe resulting machine is in some sense the best
that we could have done with the original design, given more
experience. The second set of constraints is slightly
relaxed to take into account three years of progress in what
is considered mature technology. The resulting machine
design represents what we would build now if jdiven the
opportunity. The third set of constraints is even further
relaxed to permit the use of the best available technology.
The resulting design is probably impractical to build today,
but may be buildable in a few years time. The set of

enhancements chosen for inclusion in each design is based
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upon the speed and cost evaluations discussed in the
preceding paragraph. The result is a set of designs that
are well tuned for three different levels of tecﬁnological
constraints, to best serve the needs of vision processing.
Thus, the final result of this research is a CAAPP
architecture that has been carefully tuned to serve as a
general computer vision machine, providing the necessary
processing power, communication paths, and control
mechanisms to bridge the gap between the low, intermediate,

and symbolic levels of image representation.

£
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CHAPTER II

A REVIEW OF ASSOCIATIVE AND PARALLEL PROCESSING

Introduction

This chapter presents the basic concepts of associative
and parallel processing. .It also examines some existing
architectures in order to give the reader a feel for what is
currently the state of the art. For readers that are
interested, appendices a and B provide a broader
presentation of the litera;ure review from which this

chapter is extracted.

The emphasis here will be oriented more towardé
associative processing than parallel processing because most
people are more aware of the basic concepts of parallel
processing than they 'are of associativity. The purpose of
this chapter is to give the reader a feel for what each of
éhese areas has to contribute to the vision problenm. In
general it will be seen that in associativé processors what
has been emphasized are control and feedback mechanisms,
while parallel processors have tended to emphasize the
topology of the communications network that links the
processing elements. By combining the strengths of these

two lines of research, a new architecture can be formed

19
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which does a much better job of satisfying the needs of
computer vision processing than either a pure associative

machine or a pure parallel array machine.

It is also the purpose of this chapter to show how
associativity can be used to perform in-cell operations that
would require, on a typical parallel processor, special
logic in each processing element. Thus, associativity can
also be considered as a means of reducing the circuit
complexity of processing elements without reducing their
computational power. This is very important, since reducing
circuit complexity will allow more processing elements to be
built for a given cost, and therefore permit greate;

parallelism. Of course, simplified circuitry also enhances

reliability.

Definitions of Associativity

The glossary of the 1International Federation for
Information Processing defines an "associative store" as: "a
store whose registers are not identified by their name or
position but by their content [64]." The glossary also gives
a clarifying example in which it is noted that the retrieval

of any item in such a store would be accomplished by

performing a content search on all of its registers in
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parallel with a single operation.

In a normal computer memory a pattern of bits, called
the address, is presented to the memory. This activates
logic circuits which "decode" the address and select one of
the cells in the memory. Data bits can then be read from or
written to that cell depending upon a control bit (usually

called the read/write or R/W control line).

By contrast a Content Addressable Memory ({CaM),
sometimes called an Associative Memory, is accessed by
broadcasting a data value to all of the cells in the
memory. This activates logic in each of the cells which
compares the data bits stored in the cell to the bit pattern
being broadcast. If the values match, then the cell is
selected. 1In a typical CaM, however, selecting a cell does

not usually make it possible to read or write its contents.

What CAM's are Used For

At this point, the logical question that arises is "What

good is the ability to select a memory cell if you already

know what's in it?" 1The answer lies in the other name for

CAM: Associative Memory. A typical CAM cell is larger than a

normal memory cell and is also divided into fields. The
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fields contain "associated" pieces of data. The data that
is broadcast to all of the CAM cells is compared against
only a subset of these fields. Matches, however, select the
entire cell. Thus the main use of a CAM is to search a list
of records, by a key field; in order to extract associated

data. In fact, CAMs are also referred to as '"search

memories",

The next question that is usually asked is "What good is
having a record selected if you can't read or write " the
contents?" In fact it is possible to read the contents (and
sometimes also to write into the cell) but not directly.
The reason for this is based in the underlying nature of
searching lists of data. The problem is that a list may
contain m&re than one element with identical key fields.
Because each cell in a CAM has its own comparison logic and
selection status register (called the "response store"), all
of the matching cells will be selected at once. This makes
it impossible to then simply read the contents of the
selected cells -- which one of the cells would the data
value be taken from? Before the data can be read out,
another operation must be performed to choose one of the
selected cells. This 1is called the "find first" operation
because it usually just selects the "first" of the selected

data cells. The operation is also called "select first" and
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is sometimes referred to as "response resolution". Once
this is done, the cell's contents can be read. Qf course,
if only one cell is selected by the initial search, then its
contents could be read directly. Determining the number of

cells that have been selected is an operation that is often

available in CAM systems.

Although many CAM's do provide a mechanism for counting
the number of cells selected by a comparison, the operation
is usually either very slow or, if fast, requires very
expensive hardware, A less expensive alternative that
almost all CAM's have is a single status bit that indicates
whether any or none of the cells was selected. This is
usually called the some/none bit. It is most frequently
used to test for completion of processing of all of the
selected cells. This takes the form of a "while" loop that
saves the response bits in a set of holding bits (called the
"candidate" store), then finds the first responder,
processes it, turns off the corresponding candidate bit and
loads the remaining candidates back into the response
store. The loop ends when the some/none bit indicates that

there are no more responders -- all of them having been

processed.

This essentially encompasses the basic features of a

typical CAM. Almost every CAM ever designed has the
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components and operations described above in one form or
another as a part of it. The only detail yet to be
mentioned is the mechanism by which the subset of fields is
selected for comparison. This depends upon the overall
organization of the memory. The actual CAM memory cells may
be either bit parallel or bit serial. 1In the bit parallel
memory, every bit of every cell contains logic for comparing
against broadcast bits as well as logic for combining the
results of the comparisons to set the response bits. 1In bit
serial memory, there is only one set of logic elements for
comparison in each cell. = The search value is then
broadcast, one bit at a time, to the cells. As each bit is
broadcast, the comparison logic in the cells checks that bit
against the corresponding bit in the cells memory. The
result of all of the comparisons is accumulated so that if
all of the bits match then the response store bit is set.
In a bit parallel memory then, the fields are selected by
storing a bit pattern in a register called the "mask"
register. The mask is then broadcast along with‘the search
value (which is often called the "comparand") and only the
comparison logic for bits that are not masked is activated
to produce a response value. In the bit serial memory, bits
that are not to be included in the comparison are simply
never fetched up by the comparison logic, and thus they do

not contribute to the response value.




FE~ o E EC ET O EFET EC ET B oE

%’mﬁ

25

The reason for the two different memory organizations is
cost. Bit serial CAMs are much less expensive than bit
parallel CAMs because the bit parallel CAM requires several
times as many logic elements for the same number of storagev
bits. The bit serial CAM can use standard memory elements
with the addition of only one set of comparison logic for
each memory cell. The bit parallel CAM must have a set of
comparison logic elements for each bit of every memory cell
Plus logic for combining the results of all of the bit
comparisons in each cell. The result 1is that if a bit
parallel CAM has N bits in each memory cell, it will contain
roughly N times as many logic elements as a bit serial CAM
with the same number of cells. On the other hand, the bit

serial CAM will be N times slower than the bit parallel CAM

. for operations that can be applied to an entire field or

cell at once. We will see, however, that many CaM
algorithms are inherently bit serial in nature. 1In the case
of these operations, the bit parallel CAM has no advantage
and may, in fact, be slightly slower than a bit serial caM,
due to the necessity of changing the mask for every
operation, Even less expensive and still slower CaAM
implementations exist in which the cells are processed
serially as well. Such CAMs are no faster than general

purpose computers but are useful as pre-prototype design
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test beds in the development of parallel CAMs.

In summary, we can take a 1look at a list of the typical
elements of an associative memory that was given by Minker

[81] in his 1971 survey of papers on CAMs:

1) the memory array, which provides the data storage

itself;

2) the comparand register, which contains the data to be
compared against the contents of the memory array for
searches; it may provide a shifting register for some
input/output operations, and it can play an intermediate
role in the transfer of data between the memory array and a
generél purpose computer, depending upon the configuration

in which the processor is employed;

3) the mask register, which is used to contain data

specifying portions of words for operations involving only

word portions;

4) the resolver, which is used to determine the location

of response bits in the response store;

5) the search logic, which causes the search commands
received by the memory to be executed properly -- search
operations are generally accomplished in a bit serial, word

parallel fashion starting at the most significant bit; and

e
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6) the response store, which receives vectors indicating

which data satisfy a given search criterion and which can
execute logical operations (such as shifting and Boolean

operations on these vectors).

A Database Search Example

To illustrate the use of CAM in a common area of

application, we will examine an example of a database query

system.

Suppbse we have a database stored in a CAM that
represents a catalog of astronomical objects. Each entry in
the databése will consist of the designation of the object,
its type, subtype, celestial coordinates, distance, proper
motion and system association. Not all of the fields will

contain entries for all of the objects.

The simplest query would be to recall all of the
information about a particular object. Because each object
has a unique designation, we could simply broadcast the
object's designation thus selecting the record that contains

information pertaining to it and read it out directly.

Another query that we could make would be to ask the
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designation 0of an object located at particular celestial
coordinates. 1In this case we would broadcast values for two
fields (right ascension and declination). Celestial
coordinates do not always specify a unique object, however,

so we will have to use a some/none bounded loop to read out

all of the responders.

It is possible that the preceding query could give no
response. This would occur if the coordinates we broadcast
were not quite accurate and thus gave a position in the sky
where no object is present. We can solve this through the
use of an inexact matching criterion. One simple way to
achieve this is to compare against just the high order bits
of the stored naumbers. By ignoring some of the low order
bits, we reduce the exactitude of the matching operation and
are thus checking a range of acceptable values. Doing this
in the above example would essentially increase the size of
the "window" in space where we are searching for the
object. If the search fails again, the precision of the
comparison could be further reduced (increasing the size of
the window) and another search performed. The process could

then be repeated until an object is found.

Often we make conjunctive queries to databases. For
example, we might ask for a list of all stars that have high

proper motion and are either white dwarfs or K class stars




E*‘_‘ﬂ

E B

E—""ﬁ

29

that are in binary systems. This is a fairly complex query
but is easily handled in a CAM. First we set all of the
response bits to one. Next we perform a set of queries,
each of which will turn off response bits for cells that
don't match but will leave the response bits for matching
cells unchanged. 1In this case we would first query for all
objects that are stars, then for all objects that have high
proper motion. This would give us a 1list of all stars that
have high proper motion. Next we store a copy of the
response bits in the candidate store. Now we query for all
white dwarfs, giving us a list of all white dwarf stars that
have high proper motion. Then we exchange the candidate and
response bits. Again we have a 1list of stars with high
proper motion. To this list we apply the query for K class
and then the query for membership in a binary system. We
now have a 1list of ' binary K class stars with high proper
motion in the response store, and a 1list of white dwarf
stars with high proper motion in the candidate store. The
last step uses some logic that we haven't discussed
previously but which is usually present in CAMs --
candidate-response combinational logic. In addition to
operations for exchanging and copying values between the
candidate and response stores, operations are usually
provided for combining the stores through logical AND and OR

operations and for inverting, setting or clearing the bits
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in either store. Thus the last step is to combine the two
lists with a logical OR operation, putting the result in the

response store; which gives us the desired list of records.

Because any conjunctiQe query can be written as a
boolean expression it can thus be put into canonical form.
This allows us to compute it with just the AND, OR and NOT
operations between the candidate and response stores. Note

that although the two stores and combinational logic are

sufficient for computing any query, they are not necessarily
the most efficient means. Some compound gqueries could
require that certain searches be repeatedly performed. With
multiple candidate bits, these search 1lists could be
temporarily saved and then recalled when needed. Of course
this is only important in bit serial CAMs where searches
. take time proportional to the length of the fields being
compared against. In bit parallel CAMs, the search time
would be exactly the same as the time to transfer bits
between candidates and responders. Thus bit serial CaMs
often have additional hardware for multiple response bits
or, alternatively, a mechanism for storing and retrieving
response bits from the cell's memory. Using memory bits to
store temporary response patterns does reduce the amount of
memory available for data storage but bit serial CAMs can

usually afford to have more bits per cell because the memory
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cells are less expensive than those used in bit parallel

CAMs.

Finding Greatest and Least

Another type of query that can readily be done in CAM is
a search for records which Ahave the greatest value in some
field. For example, we might want to know what object (or
objects) have the greatest proper motion. To do this we
begin by testing the high order bit of the field to see if
it is set to one. If the some/none response bit indicates
that some of the records match this comparison, then we know
that the highest value must have that bit set (if none of
the records have the high order bit set, then we know the
converse is true). We then set the high order bit of the
comparand to match what we have discovered to be true of the
greatest value and the next highest bit to one. We then
compare against the two high order bits of the field. 1If
there are some responders then we know that the highest
value has its two high order bits matching the combination
in the comparand. If there are no responders, then we know
that the second highest bit must be zero. We set the
comparand correspondingly and then set the next highest bit

to one and repeat the comparison. This goes on for all of



32

the bits in ;he field. Upon completidn, the comparand will
hold the greatest value in that field and all of the records
which have that value will be selected. Note that this
operation is inherently bit serial -- even on a bit parallel

CAM, the mask would be used to add one bit at a time to the

comparison.

In addition to finding the greatest value, the CAM can
also be wused to find the least value, all values greater
than a given value, all values less than a given value, and
(by combining the latter two) all values within a specified
range. This last type of query could be applied to the
astronomical data base to find all of the objects in a given
rectangular section of the sky. (First we would select a

range in one dimension and then apply a range selection in

.the other dimension.) If a CAM is also provided with a

mechanism for quickly counting the number or responders, it
can easily be queried for counts of data elements, mean,
median and mode values, and so on. Foster [40] outlines

these algorithms in his book.

Some Drawbacks of CAM's

The point of the foregoing discussion is to show that a

CAM is a very versatile searching machine and that under the
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right conditions it can perform those searches far faster
than a general purpose computer, What are the right
conditions? The main condition is that the entire database
must fit in the CAM at one time and that it must be allowed
to remain there through a large number of searches. The
reason for this is that the time required to serially load
the CaM is essentially the same as that required for a
general purpose computer to serially search the database.
Thus the CAM is advantageous only if the overhead of loading
time can be averaged with many fast search operations. The
report back mechanisms, such as some/none and response
count, are an outgrowth of this need to keep a data set in
memory for long periods of time. Except in the case where
the entire data set cannot fit into the CAM at one time, the
major reason for unloading a CAM is fo allow the controlling
processor to gather some overall statistical information
about it (such as a count of the number of responding
cells). With the inclusion of hnardware mechanisms that
provide global summary information about the data set, it
becomes possible to leave  the data in memory  until

processing has been completed. This will be further

discussed in another section, later on.

Another drawback of the CAM is that although it is a

parallel architecture in that it searches all of the records
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contained in it at once, it does not provide for processing
records in parallel once they have been selected. Each
selected record must be serially read out and processed
individually. The CAM is essentially a parallel search Read
Only Memory (ROM). In fact, the addition of one simple
operation, the ability to write in parallel to all of the
selected cells, is all that is needed to make a CAM capable

of processing a database in parallel as well as searching

it.

Content Addressable Parallel Processors

Many CAMs have been designed with the feature of being
able to write data into all of the cells selected by the
response store. This "multiwrite" operation, (Bird [1d])
considerably extends the capabilities of an associative
memory. By proper use of the mask register (to achieve bit
serial operation in a bit parallel CAM) with the multiwrite
operation, it is possible, for example, to perform bit
serial addition of a constant to all of the memory locations
selected by the response store. The increase in
computational power is so significant that Foster [40]
distinguishes such CAMs as a separate class of devices,

called Content Addressable Parallel Processors (CaPP) .
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The CAPP is a Single 1Instruction stream Multiple Data
stream (SIMD) parallel processor under Flynn's (36]
classification system. A single control unit broadcasts
commands to all of the memory cells, each of which may be
considered to be a simple processor. The cells then act in
unison on the data that they contain. Because the cells may
be individually disabled by not being selected by the
response store, "local control" can be simulated to a
certain extent. This takes the form of the central control
unit sequentially selecting each group of cells that require
different operations to be performed on them and issuing the
appropriate commands to perform those operations. The
simulation of local control is limited to situations where
there are only a few distinct groups of cells. 1If the
number of groups grows too large, the speedup gained from
parallelism 1is quickly 1lost Abecause each group must be
processed sequentially by the global controller. In the
limiting case, the CAPP is reduced to processing all of the
cells sequentially. Thus a CAPP can be applied to problems

which require a limited amount of independent processing

within the cells.
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Some CAPP Operations

To illustrate how a CAPP may be used as an SIMD parallel
processor, several algorithms will be presented that perform
operations commonly found in SIMD architectures. These
algorithms are paraphrased from Foster [40] and the reader
is encouraged to examine this reference for descriptions of

additional algorithms and applications of CAPPs.

One of the simplest operations found in most large
parallel processors is the increment, or add one,
operation. This adds one to all or a selected subset of the
data elements in memory. On the CAPP, this can also be done
in parallel on all (or a subset) of the data values, but bit
serially. The algorithm works as follows: Every cell has a
field which is to be incremented and one extra bit
designated to hold the carry (this carry bit is just another
bit of the cell memory that isn't being used for anything
élse). We begin by setting the carry bit to one and then
copy the lowest order bit of the data fieid to the response
store. If the bit is one, the situation is that the carry
and the bit are one, so the result is that the bit becomes
zero and the carry remains one -- thus we multiwrite these
values into the appropriate bits of the selected cells.

Next we invert the bits in the response store, thus
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selecting all of the cells with the data bit equal to zero.
In this case, the carry will become zero and the data bit
will become one -- which is what we write into the cell's
memory. Those cells for which the carry has become zero
will not require any further processing., For the next bit
we thus select all cells that have the carry bit equal to
one and for these we 1load the next higher order data bit
into the response store. The same combination of values
(bit=08, carry=1l) are again written into the cells. Instead
of simply inverting the response store values, however, we
must directly select the cells that have carry equal to one
and the data bit equal to zero (inverting the response store
would select all of the cells that have carry=g or bit=0).
Into these we set the carry bit to zero and the data bit to
one, just as we did for the lowest order bit. This process
repeats until all of the carry bits are zero or until all of
the bits in the field have been processed. (If some carry
bits remain set after all of the bits have been processed,

then overflow has occurred and can be handled in whatever

manner is appropriate.)

The Add Comparand Algorithm

The above algorithm can be generalized to allow addition
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of any value to all of the cells at once. Again we start
with the low order bit of the cells and also of the value to
be added. 1In this case the carry bit is cleared to zero in
all of the cells, then we enter a loop to perform the bit
serial addition. 1In the case where the current data bit
from the value to be added is zero, we first select all
cells with their current data bits also equal to zero. Into
these we write a zero for the carry and a one for the data
bit. Next we select all cells which have both the current
data bit and carry bit equal to one. For these, we simply
change the data bit to zero (and leave the carry equal to
one). For the case where the current bit of the value being
added is equal to one, we would instead select cells that
have a data bit of one and a carry of zero. These would
then be set so that the data bit is zero and the carry bit
is one. Next, cells with both bits equal to zero would be
selected and their data bits changed to one. The process is
repeated for all of the bits in the values proceeding from

lowest order to highest order.

The Add Fields Algorithm

We can further generalize this to perform addition of

two fields within the cells. For example, if one field
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contains some integer value and another field contains a
second integer, we could add these fields together in all of

the cells (or a subset). The algorithm adds the two numbers
together, placing the result back into one o<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>