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Abstract

This paper describes a solution and mathematical analysis of the problem of estimating
camera location and orientation from a set of recognized landmarks appearing in the image,
sometimes refered to as pose determination. The landmarks we use are real or virtual 3D
lines represented in a world coordinate system. Given correspondences between these 3D
lines and 2D lines found in the image, the goal is to find the Rotation and Translation
which map the world coordinate system to the camera coordinate system. Some of these
correspondences may be wrong (outliers). Our algorithm can handle up to 49.9 % outliers
or gross errors in the data. The camera model assumes perspective projection.

We develop three algorithms, “R_then_T”, “R.and_.T” and “Med_R_and_T” to esti-
mate the camera location and orientation. Algorithms “R_then_T” and “R.and.T” minimize
the sum of squares of their error measures over all lines. Algorithm “R_then.T” solves for
rotation first and uses the result to solve for translation. It is a variation of an algorithm
developed by Liu, Huang and Faugeras [23]. The second algorithm “R_and_T” solves for
both rotation and translation, simultaneously. The results from the second algorithm are
much better that those of the first. However, both “R_then.T” and “R.and.T” are sensi-
tive to outliers. Algorithm “Med_R_and_T" is robust with respect to outliers. It minimizes
over all lines the median of the square of the same error measure used by the “R_and_T”
algorithm. We also discuss the performance of our algorithms with respect to other error
measures and robust algorithms.

A closed form expression is developed for the uncertainty in the output parameters
as a function of the variance of the noise in the input parameters. Based on this analysis,
statements are made about the kind of errors to expect in different situations. The algo-
rithms have been tested over hundreds of simulated noisy data experiments and also over
both indoor and outdoor real image sequences.



1 Introduction

This paper describes a solution and mathematical analysis of the problem of estimating
camera location and orientation from a set of recognized landmarks appearing in the image.
We have developed algorithms for handling both 3D line and 3D point landmarks. Since
the point and line alogorithms are very similar, to save space we will shall only briefly
discuss the point algorithms. The line landmarks employed are real or virtual 3D lines
represented in a world coordinate system. Given correspondences between these 3D lines
and 2D lines found in the image, the goal is to find the Rotation and Translation which
map the world coordinate system to the camera coordinate system. We assume that corre-
spondences established between model and data are line correspondences and not endpoint
correspondences. Some of these correspondences may be wrong. Our algorithm can handle
up to 49.9 % outliers or gross errors in the data. The camera model assumes perspective
projection. In addition, intrinsic camera parameters, such as focal length, field of view,

center of the image, size of image etc. are assumed to be known [5,19,30].

We are interested in applying our algorithm to aid in the navigation of a robot
moving in a known outdoor environment. Among the real image data results which we
present will be situations where the landmarks are on the order of hundreds of feet distant

from the camera.

A mathematical analysis of an uncertainty measure is developed, which relates the
variance in the output parameters to the noise present in the input parameters. For this
analysis, we assume that there is no noise in the 3D model data and the only input noise is

in the image data.



1.1 Previous Work

The problem of “determination of camera location and orientation” has been referred to
by various other names including, “exterior orientation”, “pose determination”, “pose re-
finement”, “perspective inversion” and “model alignment”. We prefer the first name and
will henceforth refer to it by its abbreviated form, “camera location determination”. There
have been many papers on camera location determination, but most assume point data is
available and only a few have presented techniques for line data. Most solutions are also
iterative in nature and require an initial estimate. They generally minimize the sum of
squares of an error estimate and are sensitive to gross errors or outliers in the data. There

are only a few techniques published which claim to handle data with outliers [7,11,22].

Fischler and Bolles [7] assume point data and solve for the “legs” of the points
(the lengths of rays from the optical center of the camera to the points in 3D space). The
closed form solution they present is quite complex and involves solving a quartic equation
iteratively. Their technique is one of the very few which attempts to deal with the “outlier”
problem, i.e. situations where gross errors are present and smoothing by least squares will
bnot work. Recently, Linnainmaa et. al. have come up with a generalized hough transform
approach to find the coordinates of the 3D points in camera coordinates [22]. Horaud [14]
has devised a closed form solution for the case of 3 line segments meeting at a point. In his

case too, an quartic equation must be solved.

Lowe [24] presents iterative techniques for both point and line data. However, he
does not assume perspective projection and therefore his solution is not applicable to our
problem of camera location determination in outdoor scenes. His technique is similar to that
of Wolf [31] appearing in the photogrammetry literature. Ganapathy [9] presents a linear
closed form solution for point data. Besides solving for the rotation and t.ran;lation param-
eters, he also solves for the center of the image and scaling along “x” and “y” directions in

the image. We have an implementation of his technique and find it extremely susceptible



to noise, probably due to his linear least squares minimization where he assumes all his
parameters are independent when they are not. Recently, Faugeras et. al. [5] have come
up with a technique to solve a similar system of equations with appropriate constraints.
Here it is important to draw the distinction between techniques for “camera calibration”
[6,19,30], also called “interior orientation” versus the techniques for “camera location deter-
mination”. Camera calibration techniques solve for intrinsic camera parameters along with
the rotation and translation.' The techniques for camera calibration require very precise im-
age measurements and are less tolerant to noise. Camera location determination techniques
are less susceptible to image noise but one needs to know the intrinsic camera parameters

accurately.

Liu, Huang and Faugeras present a solution to the “camera location determination”
problem which works for both point and line data [23). Our work is based on the constraints
formulated by them. Their constraint uses the fact that the 3D lines in the camera coordi-
nate system must lie on the projection plane formed by the corresponding image line and
the optical center. Using this fact, constraints f;)r rotation can be separated from those of
translation. They first solve for the rotation and then use the rotation result to solve for
the translation. They suggest two methods to solve for the rotation constraint. In the first
method, they represent the rotation as an orthonormal matrix and devise an eigenvalue
solution. However, they do not enforce the six orthonormality constraints for an orthonor-
mal matrix. It is not clear how they would find the nearest orthonormal matrix to the
matrix their algorithm returns, and whether they then would have a solution to the earlier
problem. The second method represents rotation by Euler angles, and is a non-linear itera-
tive solution obtained by linearizing the problem about the current estimate of the oulput

parameters. The translation constraint is solved by a linear least-squares method.

Recently, Worrall et. al. [32] came up with a least square technique which minimizes

the same error measure as our “R.and_T” algorithm. However, they represent rotations as



Euler angles and use a different non-linear technique from that presented here. They also
do not handle outliers or provide a mathematical analysis of the errors. Note that our work

was done independently of theirs.

Robust Statistics techniques are currently gaining popularity in Computer Vision
(2,8,11,16]. Traditionally, least square techniques have been used for regression analysis or
model fitting. Least square. is optimum and reliable when the underlying noise in the data
is gaussian. However, when outliers are present in the data, the gaussian assumption is
violated and the least squares result is skewed in order to make the data approximate a
gaussian. Because of the skewing of the result, trying to detect outliers by thresholding on
the residual errors of each line will not work. Throwing away one line at a time and doing
least squares on the remaining subset also does not work when more than one outlier is
present. To handle outliers, statisticians have suggested many different “robust” techniques
[8,10,15,28). Most of this work has been for linear problems. A measure to analyze these
“robust” algorithms is the breakdown point : the smallest fraction of outliers present in
the input data, which may cause the output estimate to be arbitrarily wrong. Algorithms
based on minimizing L1, L2 or Ln error measures have breakdown points of 1/n where
«n” is the number of data items. Standard robust statistical procedures can be classified
as M-estimates (Maximum likelihood type estimates), L-estimates (linear combination of
order statistics) and R-estimates (estimates based on rank transformations). Most of these
techniques have been shown to have breakdown points of 1/(p+1) ér lower [21,28] wﬁere
“p” is the number of unknowns (p = 6 for the “camera location determination” problem).
Finally, there are outlier detection techniques based on the diagonal entries of the “Hat”
matrix, Mahalanobis distance etc. [8); these generally work for only certain kind of outliers

and often cannot handle more than one outlier.

Haralick and Joo [11] present both least square and robust algorithms for the “cam-

era location determination” problem using point data. Their robust algorithm uses an



M-estimate technique based on Huber’s work [15]. They claim in their paper to be able to
handle between 20 to 30 % outliers in the input data. This is sli’ghtly higher than the upper
bound of 1/(p+1) as noted above (where p = 6). Their robust technique is based on lin-
earizing the error function about a current estimate and then reweighting the contribution
of each point to the linear least square solution based on the residual error value of that
point. They use Huber and Tukey’s “3” functions on the residual error for reweighting.
One consequence of this may be that the initial estimate of the pose must be fairly close to

the final solution or else the wrong lines may get higher weights.

1.2 Our approach

One of the results of this paper is that the decomposition of the solution into the two
stages of solving first for rotation and then translation does not use the set of constraints
effectively. This same observation was made by other researchers working on the structure
from motion problem [4]. The rotation and translation constraints, when used separately,
are very weak constraints. When solving for them separately, even small errors in the
rotation stage get amplified to large errors in the translation stage. This is particularly true
with the large distances of the landmarks from the camera in our application. If we solve

for them simultaneously, we get much better noise immunity.

We use the same constraints as Liu, Huang and Faugeras, but a different non-linear
technique. The technique we use was adapted from one used by Horn [13] to solve the
problem of relative orientation (similar to structure from motion). We believe that the ap-
plication of Horn’s technique gives us much better convergence properties than their solution
using Euler angles. With Horn’s technique an implementation has been developed where a
solution for rotation is obtained first, and then is used to solve for translation. We call this
algorithm “R_then_T”. Again using Horn’s technique, another algorithm (“R-and.T”) was

developed to solve for the rotation and translation simultaneously. We also discuss using



other error functions based on similar constraints for minimization. Algorithm “R.and_T”
gives the best performance in all cases. Both “R_and_T” and “R_then_T” minimize the
sum of squares of their error measures and are non-robust. “R_and_T” and “R_then_T”
need initial estimates of the rotation and translation. If the user is unable to provide these
initial estimates we give techniques where the rotation space is sampled to provide initial
estimates and the solution with the minimum error from these sample runs is picked as the

final output.

The algorithm “Med_R_and_T” minimizes the Median of the square of the error over
all lines or the LMS (least median of squares) estimate. It is based on a robust algorithm
by Rousseeuw [28]. LMS algorithms have been proven to have a 49.9 % breakdown point.
The outliers can be arbitrarily large. Also, unlike the M-estimate algorithms, the distance

(for successful convergence) of the initial estimate from the final result is not affected.

Liu, Huang and Faugeras extend their technique to point data by drawing virtual
lines between pairs of points [23]. They use the same rotational constraint; however, the
translation constraint is different from that of lines. The techniques and mathematical
analysis developed here apply equally well to 3D/2D point data. Although the algorithms
presented here are for lines, we have also developed equivalent algorithms for point data.
In section 3, we give the objective functions which are to be minimized for the point case.
These algorithms can be extended to deal with combinations of point and line data. We
will make the following comments about using point data. Firstly for points too, we find
that solving rotation and translation simultaneously instead of separately (as they propose)
gives much better results. Another observation we make is that a point algorithm nsing “n”
points seems to be more robust than a line algorithm using “n” lines. The results lor both
points and lines depends on the particular data set one has. The point algorithin returns
better results chiefly because the results of the first stage, i.e. the rotation stage, are much

better. Intuitively, this is because using “n” points we can draw O(n?) lines.



1.3 Minimum number of lines-: - * e imiain i N gl ey

Both rotation and translation in the 3D world can be represented by three pa.l_fametgrs_eachf.
Each line or poil‘ft data g;ves,us 2 constraints. Thus, 2 minimum of three lines or points are
needéd. However, in many cases, with three lines or points, there is. no’unique solution. If
the three lines are parallel in 3D space or lie. on the same pro jection plane, then an infinite
number of solutions can be found. If the three lines meet at a common point in 3D space,
then we can get two solutions for rotation (the Necker cube phenomena) and an infinite
ﬁuﬁber of solutions for translation. o

" Fischler and Bolles [7] p'ro"v"idé'a geometné construction, where there could be up to
four solutions for 3 pdir;'ts or lines lying 1na3Dpla.ne The saie construétion tan be used
to demonstrate more thian one solution for cases of four ‘and five points lying in a plane.
Given a solution, they demonstrate that ‘anothiér solution can be constructed if the two
nérmals drawn to a side of the triangle (formed by the 3 péints or lines) from the optical
;eﬁter' and the ébpoéife vertex meet at a commién }‘)}('Ji‘lkl’t‘ on the side.’ In this inaLfmer, for
each side, we t;,duld'po‘séibly-r construct aiiother solution therefore getting'a maximui of four
péssible solutions.

The rest of the paper is d1v1ded as follm‘wvs .1n‘§e€t10n 2, Vv.re d.lscuss. the geometry
of perspective projection and the rotatlon and trax;slatlon constramts In sectlon 3 the
least squares problem is set up. We présen‘t‘the"le"ast squares non linear technique and
.methods for s1tua.tmns when there is no good 1mt1al estlmate Sectmn 4 prov1des the least
median squares algorithm. Uncertamty analy51s is done in section 5 and sechon 6 has resu'lts
“and discussions for all three algonthms Appendxx A dlscﬁsses xarlnus réﬁrésenlahuns fnr
rotation and motivates our particular choice of quaternions fnr large rc;tatlons and the ’3D

PR

_rotation vector for small angles.



2 Rotation and Translation Constraints

The rigid body transformation from the world coordinate system to the camera coordinate
system can be represented as a rotation (R) followed by a translation (T). The i’th point p;
in world coordinates gets mapped to the point p.; in camera coordinates. Lines in 3D can
be represented by two points p! and pF or a point p; and a direction d;. The mapping is

represented by the following equation:
Pei = R(pi) + T (1)

In the above equation, except for the rotation R, all the other terms are column vectors
with 3 components each. We refer to the components by the subscripts x, y and z. R
is the rotation operator and can be expressed in many ways, e.g. orthonormal matrices,
quarternions, axis and angle, etc. We discuss the various representations for rotation in
the appendix. Fig. 1 shows the camera and world coordinate systems. X, Y, and Z,
represent the axes of the world coordinat‘g. system. O is the optical center of the lens and
the origin of the camera coordinate system OX_.Y.Z.. OZ. is the optical axis. In equation
(1) the translation vector “T” represents the location of the origin of the world coordinate
system in camera coordinates. Equation (1) can be rewritten to map points in the camera

coordinate system to the world coordinate system:
- P = BT (pei) + T (2)

In the above equation (2) R7 is the inverse of the rotation operator (transpose if rotation
is expressed as an orthonormal matrix) in equation (1). “T,.” represents the location of the
origin of the camera coordinate system in world coordinates. “T,,” is related to “T™ by the
following equation:

T, = -RT(T) ‘ ' (3)
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Figure 1. Camera and world coordinate system (perspective projection).



The 3D line (Fig. 1) “AB” projects to the image line “ab”. A 3D point pc projects to an

image pixel I; by the following equations:

Deiz Pciy
Lz =8 IL,=3s 4
® i Dciz W v Dei: ( )

where s, and s, are the scale factors along the “X” and “Y” directions respectively. They
are related to the field of view angles ¢z, ¢y and the image size N, (number of rows or

columns, assuming a square image) :

cot(%”- Sy = %—5 cot( %’i)

Sy =

N
2
A line in the image plane can be represented in (p,0) parameters by the following equation:

I;z cos 8; + Iy sinb; = p; (5)

Subsituting I;z and I;, from equation (4) into equation (5) we get the equation of the

projection plane formed by the image line and the optical center :
(3:2: Ccos 01' )pciz + (3y sin oi)pciy = PiPciz = 0 (6)

In Fig. 1, the projection plane formed by the image line “ab” is given by the plane
«Oab” and the 3D line “AB” must lie in this plane. “N” is the normal to the projection

plane, given by the vector N;:
N; = (87 cos 0;, s, sin6;, —p,-)T (M

N; can be normalized to be a unit vector and henceforth we shall assume that N; is the

unit normal vector to the projection plane.

The rotation constraint for lines, formulated by Lin, Huang and Faugeras [23], is

that the 3D line must lie in the projection plane formed by its corresponding image line is:

N;- R(d.’) =0 (8)



We noted above that a rigid body transformation can be represented as a rotation
followed by a translation. The translation does not change the direction of the line. There-
fore, the direction of the 3D line after rotation must be perpendicular to the normal of the

projection plane of the image line.

The translation constraint formulated by Liu et. al. uses the fact that any point
on the 3D line in camera coordinates must lie on the projection plane. The vector formed
from the origin (optical center) to this point must be perpendicular to the normal of the
projection plane. Note that we can choose any point p; on the 3D line. This can be expressed
as follows:

N;-(R(p;)+T)=0 or N;-T=-N;- R(p:) (9)

At this point, we would like to make clear the first two algorithms we have developed
and will be comparing in this paper. In the first algorithm “R_then_T” we solve for rotation
using the constraint in equation (8). Then the rotation result returned from this step is

used in conjunction with equation (9) to solve for translation.

In the second algorithm “R_and_T”, only equation (9) is used to solve for both
rotation and translation simultaneously. For each line, two points are used which must

satisfy equation (9). As the tables in our results section will show, “R_and.T” performs

much better then “R_then_T”.

3 Least Square Solution methods

Ideally we would like to find the rotation “R” and translation “T" by which equation (9)
is satisfied for each line. With noise, however, this will not be possible. In the “R_and.'T”

case, the objective function “E;” we minimize is given by :

By = S (N: (B(pi) + )Y (10)
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For each image line two 3D points are used and therefore, each line contributes twice to
the objective function. A physical interpretation of the objective function above is that
it is the sum-of-the-squares of the perpendicular distances from the end-points of the 3D
lines to their corresponding projection planes formed using the image lines. We minimize
“E,” to find an “R” and “T” such that the end-points of the 3D lines are mapped as close
as possible (in terms of sum of squares of perpendicular distances) to their corresponding

projection planes.

The above objective function E; gives higher weighting to endpoints of 3D lines
which are further away from the camera. In order to give equal weighting to all endpoints,

the following objective function is to be minimized :

2n
Ni-(R(pi) + T),,
Ey = 11
+= 2R + 71 ) )
E,, unlike Ej, is a rational function and therefore more difficult to optimize. To minimize
E,, at each iteration in our non-linear technique, we hold the denominator | R(p;) + T | for
each point to be constant. In the next iteration, the value of | R(p;) + T | is updated with
the new “R” and “T”. Therefore, we are able to employ the same algorithm as used for E;.

This seems to work for all the cases we have run our algorithm on.

In contrast to E; and E,, we could construct an objective function E3, which mini-
mizes the sum-of-the-squares of the perpendicular distances of the end-points of the image

lines to the projection plane formed using the 3D line and the optical center.

n 2
—~, Pi1 Piz"T T .
E; = RIS 12
3 ,z_gjz_;lptl_ wl |Pi2“ w| ( 7) ( )

where T,, and RT are the translation and rotation in the world coordinate system (2).
We minimize E3 by a method similar to the techniques used for £, and F,. We found the

performance of algorithm optimizing Ej3 to be poorer, with respect to noise, than algorithms

11



minimizing E; and E;. We suspect this is because the numerator of Ej is a fourth order

function of “R” and “T” as compared to the second order numerators of E; and E,.

In the “R_then_T” case, the rotation objective function Eg and translation objective

function Er are :

Er= YN R@)F  Er=3.(N-(R(p) + )Y (13

=1 i=1

We first find the “R” that minimizes Er and then use that “R” to find a “T” which

minimizes Er.

For point data, we could draw virtual lines between all pairs of points and then use

algorithms “R._then_T” or “R_and_T”. We however minimize the following error expression:
Ep = Y (52,0, ~ L) - (R(pi) + T))* + (0, 8, ~Iiy) - (R(p:) + T))’) (14)
i=1

The two vectors (sz,0, ~Iiz) and (0, sy, —I;y) form a basis for the plane normal to the
projection ray from the optical center to the image point I;. E, represents the sum of
squares of the distance of the 3D points p; to the point where their corresponding projection

rays pierce the plane which passes through p; and is normal to the projection ray.
Again, to give equal weightage to all points irrespective of their distance to the
optical center, we can normalize the above objective function as before:

(R(p)+T).

B | (R(p:) + T)
Ep = g(((swo, ~Lie) T(R(p) ¥ 1)1

2
®ey+D7 )

)2+ ((0, 8y, —Tiy) - I

E, is again minimized by keeping | (R(p; + T) | constant during an iteration and then up-
dating it for the next using the new “R” and “T”. The vectors (8,0, —Iiz) and (0, sy, —Iiy)
can also be normalized to give equal weightage to all points irrespective of their location in

the image.

12



Ey, E,, Ej, Eg, Ep and Ey; are all minimized by modifiying the same basic non-
linear technique. Therefore, only the technique for minimizing E, is presented. Er is
minimized by a straight-forward linear least squares algorithm. Appendix A discusses vari-
ous representations for rotation and motivates our particular choice of quaterniéns for large

rotations and the 3D rotation vector for small angles.

3.1 Non-linear Technique for “R_and_T”

To minimize “E;”, we adapt an iterative technique formulated by Horn [13] to solve the
problem of Relative Orientation. It needs an initial estimate for both “R” and “T”. The
technique linearizes the error term about the current estimate for “R” and “T”. It is then
possible to determine how the overall error is affected by small changes in rotation and
translation. This allows one to make iterative adjustments to the rotation and translation
that reduce “E;”. These iterations are continued until the algorithm converges to a mini-
mum. Note that the algorithm, like all such descent algorithms, does not guarantee a global

Assume we have a current estimate “R” for rotation. The coordinates p} of a rotated
3D point is given by p! = R(p;). We add an incremental rotation vector éw to the rotation
estimate “R”. The direction of this incremental vector is parallel to the axis of rotation,

while its magnitude is the angle of rotation. This incremental rotation takes p} to p!
P =pi+éwxp (16)

This follows from Rodrigue’s formula [13] for the rotation of a vector “r” by angle “" about
axis “w” :

v = r(cos8) + sinf(w x r) + (1 — cosf)(w - r)w (17)
where 8 = ||6w|| and w = dw/||éw||

Let AT represent a small translation added to the current translation estimate T.



Thus, the linearized energy function about the current estimate “R” and “T” becomes :

2n

E = Y (Ni-(pi + 6w x p, + T + AT))? (18)
i=1
Let b; = p! x N;. Using the chain rule of triple scalar product for vectors, differenti-
ating the objective function with respect to AT and §w respectively, and setting the results

equal to 0, after some manipulation the following two equations are obtained :

2n n
> (Ni- AT + 6w - b;)N; = — j‘:(N.’ (P + T))N; (19)
=1 =1
il:(N,' AT + bw - bi)bi = - in:(N, . (p: + T))b;, (20)
=1 i=1

Together, the above two vector equations constitute 6 linear scalar equations in the
6 unknown components of AT and §w. We can rewrite them in the more compact matrix

form:
CAT + Féw = ¢
FTAT 4 Déw = -d (21)
where C = X% N;NT D=3, 667  F =TI Nibf
while 2= Y28, (N; - (P + T))N;  and  d= Y22 (N:- (ph + T))bi.

Solving the above set of 6 linear equations gives a way of finding small changes
in rotation and translation that reduce the overall objective function. The algorithm can

therefore be expressed in the following four steps.

Step 1 Guess an initial estimate for rotation “R” and translation “T”.

Step 2 Compuie the coefficients of the matrices in equation (21). Solve the linear system

for AT and $w.

14



Step 3 Compose 6w with the current estimate R of rotation to get the new estimate. Add

AT to T to get the next estimate for translation.

Step 4 Stop if the algorithm has converged or has exceeded a maximum number of itera-

tions, else go back to Step 2.

We compose the §w and AT to the current estimate and iterate. We stop iterating
when either a maximum number of iterations is exceeded or when the difference in the
result between two successive iterations is less than a pre-specified minimum. The algorithm
seems to converge for initial estimates which differ considerably from the correct solution.
Incremental adjustments cannot be computed if the six-by-six coefficient matrix becomes
singular. This will happen when we have a situation for which there are an infinite number
of solutions. To compose the dw with the current estimate of the Rotation R, the current

rotation is represented as a quaternion [13].

3.2 Initial Estimates of Rotation and Translation

The non-linear algorithm in the above subsection needs the user to specify an initial estimate
for translation and rotation. How close must the initial estimate be to the final estimate,
depends on the particular data set. We have experimented with data sets where starting
from almost anywhere, the algorithm will converge to the correct solution. On the other
hand for some data sets, the initial rotation estimate must be within 40 deg. for all the three
Euler angles representing the rotation. Generally, the rotation estimate is more important

then the translation estimate.

For some applications, the user may have no good way to specifly an initial estimate
for rotation and translation. In that case, the user can sample the rotation space and use
each of the samples as an initial estimate for the rotation estimation part of “R_then_ T".

The solution from each of these runs which has the lowest error is used to estimate the

L5



translation. This rotation and translation are then used as initial estimates for “R_and_T”.
We have successfully tried this procedure with 16 uniform samples of the rotation space.
In the above procedure, the user could also bypass the “R_then_T” step and use the initial

rotation samples with a fixed translation sample as inputs for different runs to “R.and_T”.

Horn [13] presents a uniform way of sampling the rotation space. His sampling is
based on the rotation groups of regular polyhedra. We present below from his paper two
sets of samplings of the rotation space (in quaternion form). The components of the unit

quaternions may take on the values 0 and 1, as well as the following :
b= - c=— (22)

In the first set, there are 12 unit quaternion samples and they form the twelve elements of
the rotation group of the tetrahedron:
1, , 0, (0o, 1, 0, 0) (o, o, 1, 0) (o, o o0, 1)

0, 0, 0)
(5, b, b, b) (b, b, b, —b) (>, b, -b, b) (b, b, —b, —b)
(b, —b, b, b) (b, —b, b, —b) (b, —b, —b, b) (b, —b, —b, —b)

? ?

In the second set, there are 24 unit quaternion samples and they form the twenty four

elements of the rotation group of the octahedron and the hexahedron(cube):

(1, 0, 0, 0) (0, 1, 0, 0) (0, 0, 1, 0) (o, 0, 0, 1)
(0, 0, ¢ ¢ (0, 0, ¢ -¢) 0, ¢ 0, ¢ 0, ¢ 0, —¢)
0, ¢ ¢ 0) (0, ¢ =-¢ 0) (¢, 0, 0, ¢) (c, 0, 0, —c)
(¢, 0, ¢, 0) (¢, 0, —¢c, 0) (¢, ¢ 0, 0) (¢, —¢, 0, 0)
b b b b (b, b b -b (b b —b b (b b -b -b)
(b, -b, b, b) (b, —b, b, -b) (b, —b, -b, b) (6, —-b, -b, -b)

Horn in his paper also gives the 64 rotation samples for the rotation groups of the icosahe-

dron and the dodecahedron.
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4 Least Median of Squares (LMS) technique

The robust algorithm “Med_R_and_T” we develop to handle data with outliers is adapted
from Rousseeeuw [28]. It is based on minimizing the median over all lines of the square of
the error measure or finding the LMS (least median of squares) estimate. The error measure
we use is the same as that used for the “R_and_T” algorithm. Therefore in “Med_R_and_T”

the following error measure “E,,,” is minimized :

En = Median(N; - (R(p;) + T))? (23)

Since the median is not a differentiable function, E,, has to be minimized by a
combinatorial algorithm. We have developed two versions of this algorithm. In the first
algorithm the combinatorics is applied to the set of “n” input lines while in the second it
is applied to the set of “m” landmarks where each landmark is a set of lines. The “camera
determination and location problem” needs a minimum of 3 input lines. In the line version
of the algorithm, we use every 3 line subset of the data to estimate a pose. For each of these
poses, the squared error for all lines is found and then the median error across all lines for
each pose estimated. The pose which has the minimum of these medians is chosen as the
output. In the landmark version, we use every 3 landmark subset (i.e. the union of the
lines in the 3 landmarks) to estimate a pose and median error. If we expected less than 3
outliers then we could use all C*_, or C™_, subsets for the 1 or 2 outlier landmark cases

respectively.

Another measure of robust statistical procedures is their “relative efficiency” [16,28].
It is defined in Kim’s et. al. paper [16] as the "ratio between the lowest achievable variance
for the estimated parameters (the Cramer- Rao bound) and the actual variance provided
by the given method”, so that the best possible value is 1. Kim et. al. also note that
"the least mean square estimator in the presence of gaussian noise has an asympotic (large

sample) efficiency of 1 while the median’s efficiency is only 0.637” [16,25]. To improve the

17



efficiency of our algorithm, we use the minimum median pose to detect and remove outliers

from the data and then run the least squares algorithm “R-and.-T” on the remaining lines.

The algorithm “Med.R_and_T” can be summarized by the following steps.

Step 1 Find all 3-line or 3-landmark subsets of the input data.

Step 2 For each subset, determine the pose by running algorithm “R_and_T”; estimate the

residual error for all “n” lines given this pose and find the median square error.

Step 3 Select the pose which gives the minimum median error. Filter out lines as outliers

whose square of the residual error for that pose is greater than a certain threshold.

Step 4 Run algorithm “R.and_T” on the remaining lines and return the estimated trans-

lation and rotation as the final output.

The line version of the above algorithm has a time complexity of O(n*log(n)), where
there are “n” input lines. There are O(n3) subsets and for each subset, we sort and find the
median which is O(nlog(n)). The time complexity of the landmark version of the algorithm
is O(m3nlog(n)) where there are “m” landmarks. Typically in our experiments there are
of the order of 15 - 20 lines and 6 - 10 landmarks in each image. The landmark version
is therefore much more efficient. The 2D line matcher algorithm, developed by Beveridge
et. al. [27] used to provide the model-data line correspendences, and has been applied
to matching each landmark independently. Therefore, if an outlier is present then often
the entire landmark is an outlier. Thus, we employ the landmark version of the algorithm
when coupled with the 2D line matcher. The complexity can be reduced further by nsing
probablistic methods. For example, Rousseeuw [28] states that if we want the correct
answer with 99 % probablity and expect no more than 30 % outliers, then only 37 out of
1140 subsets (for a set of 20 lines) need to be randomly chosen. Thus, using Monte Carlo

methods and choosing a tolerable probablity of failure, the number of subsets to be explored
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can be drastically reduced. Finally, some subsets will lead to degenerate solutions because
all lines are parallel etc. This can be detected before any further processing of the subset is
done. A simple method to detect degenerate subsets in the case of three lines is to threshold

on the determinant of the matrix whose rows are the unit direction vectors of the 3D lines.

5 Uncertainty Analysis

The analysis in this section is valid for both the algorithms “R_and_T” and “Med R.and_T”.
In the case of “Med_R.and_T”, it is assumed that the outliers have been detected and
removed and the uncertainty analysis is done only over the remaining lines. Thus, all

assumptions of noise stated below are only for the non-outlier lines.

Noise is assumed to be in the image data only; and the 3D model data is assumed
to be accurate. In this section, closed form expressions are developed for the variance of the
error in the output parameters (rotation and translation) as a function of the input data
and variance of the noise and the output translation and rotation values. In the analysis,
-as in all such statistical analyses [26,3], the basic assumption is that the returned output
parameter is the true or correct output parameter and the uncertainty region is centered
around it. The analysis is local in nature. We assume our solution is at the global minimum
and near the true solution. This condition could be violated by our algorithm if the initial
estimate was poorly chosen. In our domain of robot navigation using landmarks, this is
unlikely to happen because the “camera location determination” step is used to refine the

position of the robot, which has moved a few feet from its previous known position.

The image data for lines can be specified by two paramcters p; and 0; as in cquation
(5). For the analysis, we assume the noise for both p; and 6; is Gaussian distributed, zero
mean and uncorrelated with variance a,z,l. and 0'3'_ , respectively. Instead of assuming zero-
mean gaussian noise for the (p;,0;) parameters of the noise, the assumption could be made

that the endpoints of the line are zero-mean gaussian. The following derivation can be
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easily modified for that case.

The error in translation AT and rotation w is expressed as a function of the input
data, output translation and rotation values and input noise. Note that the translation
and rotation are in camera coordinates (1). The objective function is linearized around
the computed Rotation“R” and Translation “T”. Minimizing the linearized energy function
enables us to express AT and éw as linear functions of A,; and Ay, the error in the input

data.

The variances of AT and §w are computed using the linear functions. We also
compute the expected value of the objective function. Finally, we check if the linearization
“is valid by determining whether or not if the actual objective function value is of the order of
the computed expected value (as predicted by linearizing). If not, we disregard the output

variances we have computed.

5.1 Error expression for normals of the projection planes

The image data in the rotation and translation constraints appears in the form of the
normals of the projection planes formed by the image lines and the focal point. Therefore,
we represent small errors in the p, 8 specifications of the image lines as errors in the normals
of the projection plane. The normal vector is given in equation (7). Let us consider the

errors in p, 8 to be small and given by Ap, Af respectively. Equation (7) then becomes :
N{ = (35 cos(8; + AG;), sy sin(6; + AB;), —p; — Ap;) (24)

N{ is to be normalized. After normalizing the error in the normal vector, AN; can be

expressed as follows :
AN; = 1/ M;(—szsin(0;)A6;, s, cos(8;)A0;, —Ap;) (25)
where “M;” is the magnitude of N!. We approximate “Af;” by :

M; = ((sz c0s 6;)% + (s, sin8;)% + p?)!/? (26)
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Two observations can be made :

1. The components of AN; are scaled by M;. One of the terms in M; is the square of
pi. The larger the p; of a line, the smaller the components of AN; will be. Thus,
our algorithms would be more tolerant to noise in lines, which have a larger p;. The
effects of this are not too significant, because the sum of the other terms in M; will
be larger than the sq.are of p;. Nevertheless, it is an outcome of forming normals of

projection planes from image lines.

2. Rotation of image lines due to noise is more harmful than translation of image lines.
The rotation terms involving Af are scaled by s, and s,. The translation term Ap
will be generally smaller. This is borne out by our experiments, as can be seen in

Table 1 in the result section for the 5 line case.

5.2 Variance in output parameters

Algorithm “R_and_T” minimizes the energy term E; given by equation (10). Algorithm
“Med.R_and_T” minimzes the same energy function after outliers have been removed. Let
us assume that N;, R, T and p; are the correct or true normals, rotation, translation and
3D points respectively. If we substitute them into equation (10}, E; should exactly be equal
to zero. Now, we add noise AN; to the normals N; . We wish to find the expressions which
relate the noise in the output parameters, §w for rotation and AT for translation to the
input noise. We assume the error, at least for rotation, is small, that is, less than 20 deg.
around each axis. The energy term E; can be rewritten in terms of AN;, bw and AT. N;,
R, T and p; are assumed to be constant and represent the true values. Giiven AN;. we can
solve for §w and AT by minimizing the new energy term E’. Based on equation (16) and

(18) the energy term E’ can be rewritten as :
2n

E'=3 ((N:+ AN;)- (5} + 6w x p} + T + AT))? (27)

i=1
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where, as before p} = R(p;). Now, from our above assumptions N; - (p} + T) = 0. Therefore

ignoring second order terms, E’' now becomes:

2n
E'~ Z(ANi (Pt +T) + N; - (§w x p + AT))?

i=1

(28)

Ignoring the second order terms in (27) basically means assuming that N; - (6w x p; + AT)

is approximately equal to (N; + AN;) - (6w x p} + AT).

After differentiating E’ in the above equation with §w and AT respectively and

setting the result equal to zero, we get the following two equations:

%((Ni - AT) + (§w - b;) + AN; - (p; + T))N; = 0

i=1
2n
ST((Ni- AT) + (8w - b;) + AN; - (ph + T))b; = 0

i=1

where b; = p. x N;.

Rearranging terms, the above two equations can be written in matrix form:

CAT + Féw = -¢
FTAT + Déw = —d
Here C, F and D are 3 by 3 matrices defined just as before.
C=Y" NIN, D=Y20bTb; F =32 NTb; while

é=Y (AN; - (pl + T))N; = 3, (AN; - pei) N;

d=Y2(AN; - (P + T))bi = T2, (AN; - pei)bs

where p; = (R(p:) + T'). Note p; is the i’th point in camera coordinates.

Let “B” be a 6 by 6 matrix givenby : B = [ ¢ F ]

FT D
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(30)

(31)

(32)



We represent B~ the inverse of B as follows : B! = [ Gl G2 ]

G2T G4

where from [1] we know, G1, G2 and G4 are :
Gl1=(C-'-C-'FG2T) G2=-(C"'FG4) Gi=(D- FTC-1F)-1

Using the above expression for the inverse of B, we can rewrite equation (32) :

AT a1 c2] [é
[6w] == [GZT G4] [d] (33)

or

AT = -G1é - G2d (34)

bw = -G2Té - Gad (35)

We introduce two more symbols U; and V;.
U; = G141 Nig + G135 Ny + GliaNi; 4+ G2ibiz + G2i3biy + G2isbi.
Vi = G2L Nip + G245 Ny + G2 Ny, + G4inbiz + Glizbiy + Giabie

Using the above two expressions for U; and V;, equation (35) and the expansions for

¢ and d we can write expressions for AT and §w in terms of Ap; and A¥;.

2n
n U, )
AT; = 2 (—M't (Peiz5z 8N 0; — Peiysy cos 6;)A0; + peizApi)) (36)

i=1

2n
Vi .
6“’5 = Z('ﬁi(pcizsm sin gi - pciysy cos 01)A6t + Peiz Aﬂi) (37)

=1 :

From statistics [3], we know that the variance of a parameter “z” which is a function

of input parameters “y;” is given by

LAEDY {05'. :—;)2] (38)
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Note, that each line will contribute two terms, one for each point, to the summation
in the two equations (36,37). Let us denote the two points we use for a line to be pF and pF.
For both these 3D points, the corresponding projection plane normals would be the same
and so would AT; and 6w,'.7 Using the above equations (36), (37) and (38) we can write the
following closed form expressions for the variance in the output parameters.

O.ZTE = Z?:l( ((Ulega: + Uiapgz)sz sin6; — (Ulegy + Uﬂpczy)sy cos 6; ))2 A{Atoz.

(UFoh, + URPR) 25 “P- (39)

t

o'gwi = z 1( ((V pct:l: pcu:)sz 51n0 - (Vchty + V':'Rpgy)sy cos 0{))2 ]&? +

(VEpE, + V‘*pc.z)2 A"' (40)

Note oar; for i = 1..3 corresponds to oart,, oaT, and oar, respectively, and o5, for i =
1..3 corresponds to o5, Osw, and os,, respectively. These are the variances of the rotation
and translation in camera coordinates. To compute the variances of the rotation (RT) and
translation (T),) in world coordinates we use the covariance matrices of the above rotation

and translation parameters and equation (3).

From equations (39,40), it can be seen that the squares of both or; and os,; have a
quadratic dependence on pf and pZ, the location of the 3D endpoints in camera coordinates.
Therefore, 3D lines which are closer to the camera will contribute less to the error variance
in the output parameters. This is to be expected, since the projections of these lines changes
the most for a small change in translation. Lines parallel to the x-axis will not constrain the
translation along the x-axis or rotation about it. Similiarly, lines parrallel to the y-axis and

z-axis will not constrain the output parameters along the y-axis and z-axis, respectively.
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6 Results and Discussion

The development of the algorithms presented here are part of a larger effort to have the
UMASS robot “Harvey” navigating the sidewalks of the UMASS campus [6]. We present
results for both indoor corridor images and outdoor sidewalk images. Fig. 4a and Fig. 7
are examples of ‘the indoor corridor images. Figs. 2a, 3a, 5a, 6 and 8 are examples of the

outdoor images.

The indoor model was built by measuring distances with tape measure and is ac-
curate to 0.1 feet [6]. The outdoor 3D model was built over two passes. In the first pass,
it was built using blueprints of the campus. These blueprints are drawn to a scale of 40
feet to an inch. We found errors of up to 10 feet in this 3D model. In the second pass, we
surveyed the landmarks using theodolites. We believe most of our 3D model is now accu-
rate to within 0.3 feet. Some landmarks, such as poles and posts, are difficult to position
accurately, because of their cylindrical shape and no good distinguishing points. Accuracy
of the 3D model is very important for our present experiments. An error of 1 foot in the
location of a 3D landmark, 50 feet away from the camera, can cause its projection to be

displaced by 24 pixels in the image.

The images were acquired using a SONY B/W camera, model AVC-D1 mounted
on the robot vehicle. Linked to a GOULD frame grabber, 512 by 484 size images are
obtained, with field of view of 24.0 deg. by 23.0 deg.. In the introduction, we had mentioned
that knowledge of the intrinsic parameters of the camera was extremely important for
our real data experimeﬁts. Perturbations of some intrinsic camera parameters does not
effect significantly some output parameters. For instance. we found experimentallv that
uncertainty in the location of the center of the image does not affect the location of the
camera in world coordinates (translation in world coordinates). This may be intuitively
understood by the fact that displacing the center of the image by order of 10 pixels or so

moves the origin of the camera coord. system by about a tenth of a millimeter. For our
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outdoor experiments we assumed the center to be (270, 256) while for the indoor experiments

we assumed it to be (256, 256).

Experiments were conducted with both real image data and simulated data with
noise added to it. For outdoors, the landmarks used were the 3D lines forming the visible
corner of the building, window lines, lampposts, telephone poles and one sidewalk line.
The experiments for both synthetic and real data were conducted with the camera being
about 300 feet distant from the building in Fig. 2a. The synthetic data experiments were
conducted with projections of 3D lines from the model. The camera was assumed to be
placed at the same location as the first frame of the real data experiments. For that frame,
there was one telephone pole 50 feet away from the camera. The rest were in the range of

150 to 300 feet away.

6.1 Synthetic Data Experiments

The synthetic data experiments were conducted for both algorithms “R_and_t” and “R_then._t”
using the Qutdoor 3D model. The two algorithms were run with four different sets of lines,
each set being perturbed by at least two different amounts of noise. Zero mean uniform
noise was added to the p and @ of each image line. In Tables 1 and 2 the noise for each
simulation is specified in the p and 6 columns. One pixel noise in p means that to the p
of each line, we added a Ap, which was a random number anywhere in the range [-1,+1].
Similarly, one deg. noise in 6 means that to the @ of each line, we added a A8, which was a
random number anywhere in the range [-1,4+1]. We did our simulations for 1 deg. or 5 deg.
noise in 6 and 1 pixel or 5 pixel noise in p. For each set of lines and each specification of
input noise, we created 100 data samples, by starting our random number generator each
time with a different seed point. The results presented in the Tables are the average abso-
lute error of the computed rotation and translation over these 100 data samples, for each

set of lines and each noise specification. The results for the “R_then_T” and “R_and_T”
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algorithm are in Table 2 and Table 1, respectively. Rotations and translation errors in
the Tables for synthetic data are specified with respect to the camera coordinate system
(Fig 1). The rotation errors are specified in terms of error in degrees of the axis-angle 3D
rotation vector. AT, corresponds to error in translation in the direction of the rows in the
image plane (in camera coordinates). ATy corresponds to error in translation in the vertical
~ direction in camera coordinates. AT, corresponds to error in translation along the direction

of the optical axis in camera coordinates.

The first set of 5 lines consisted of the 4 corner edges of the building visible in Fig. 2
and one window line in that same building. The second set of 10 lines consisted of the 4
corner edges of the building, as above, and 6 lampposts and telephone pole lines. The third
set of 14 lines consisted of these 10 lines plus three more lines on the building and one side
walk line. The fourth set of 30 lines consisted of the above 14 lines. Plus, we assumed we
had been able to identify 6 vertices, e.g. the corner of the building and drew virtual lines

between these vertices if they were not already joined.

As can be seen by comparing:the Tables, the results of “R_and.T” algorithm in
Table 1 are much better then the results of “R_then.T” algorithm in Table 2. With zero
noise specified, both algorithms gave the correct result. For each set of lines and each
specification of noise, “R_and_T” performs much better than “R_then.T”. The results for
“R_then_T” are particularly bad for the 5 and 10 line simulations. This can be explained
by the observation that, in the 5 line case, 3 of the lines form a trihedral junction. As noted
before, for trihedral junctions we can have an infinite number of translations. Thus, the
translation is pinned from this infinite set by just the remaining two lines. both of which are
vertical and not too far from each other. With noise therefore, we wonld expect large crrors
in translation. Similarly, in the 10 line simulation, most of the lines are vertical. Vertical
lines do not disamiguate rotations about the x-axis and translations along the y-axis. This

problem is even more compounded when the rotation stage is separated from the translation
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stage.

In the Tables for both algorithms, we notice that the error decreases appreciably,
decreases as the number of lines increases. In the “R_and_T” Table, we give results of
experiments with the 5 line data set for two extra cases. If we look in Table 1 at the
results of the 5 line data sets, we find appreciably larger error when the noise in @ is 5 deg..
However, when the noise in p is 5 pixels and the noise in § 1 deg., the errors are much
smaller. This demonstrates what we had predicted via the uncertainty analysis section:
noise in 6 for lines is much more harmful than noise in p. Finally, in all experiments, the
error in AT, was found to be often larger than the errors in AT, and AT,. This is because

of the fact that the majority of our 3D lines are vertical.

6.2 Real Data Results for “R_and_T”

A sequence of 6 outdoor frames and 2 indoor frames was used for this experiment. For
the outdoor sequence, the camera was moved in an approximate translatory motion 25 feet
along the walkway. Each subsequent frame was taken after a movement of 5 feet down the
walkway. The sidewalk line is close to parallel to the x-axis in the world coordinate system.
The z-axis is the vertical axis in the world coordinate system. The 2D images lines were
taken from the output of a 2D line matching system [27], this is part of our mobile robot
project. For each frame, column 2 in table 3 gives the number of lines the 2D line matcher
was able to correctly match. Figs. 2a and 5a show frames 4 and 6 of the outdoor image
sequence with the corresponding input 2D lines as returned by the line matcher. These

were used as input to our algorithm along with the 3D model.

Table 3 gives the estimated error of our algorithm for translation in world coor-
dinates. In most cases, the robot is located to within a foot. The errors in table 3 are
approximate to 0.5 feet. The precise location of the camera is not known. It is better to

judge the performance of the algorithm by looking at the projections of the 3D landmarks
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Table 1: Average Absolute Error of Translation and Rotation in camera coor-
dinates for algorithm “R_and_T” The average for each experiment is taken over 100
samples of uniform noise.

NOISE ROTATION ERROR | TRANSLATION ERROR

No. 0 p| dws | dwy bw, | AT, | AT, AT,
Lines | deg. | pixcls | deg. | deg. deg. | feet | feet feet
Correct 0.00 | 0.00 0.00 | 0.00 | 0.00 0.00

5| 1.0 1.0]0.24 | 0.15 0.04 | 021 2.03 1.16

5| 5.0 5.0 1.20 | 0.79 0.19 | 1.08 | 10.14 6.20

51 1.0 5.0 0.24 | 0.16 0.04 | 0.21 | 2.04 1.18

5| 5.0 1.0} 119 0.78 0.19 | 1.08 | 10.14 6.20
10| 1.0 1.0 0.21 | 0.08 005 002} 1.73 0.08
10| 5.0 5.0 | 0.72 | 0.27 031] 0.18| 6.33 0.48
14| 1.0 1.0 | 0.07 | 0.06 0.08 | 0.03 | 0.77 0.02
14| 5.0 5.0 0.34 ] 0.30 039 0.17 | 3.80 0.12
3] 1.0 1.0 | 0.03 | 0.05 0.06 | 0.06 | 0.48 0.06
30| 5.0 5.0 0.16 | 0.24 0311032 239 0.32

Table 2: Average Absolute Error of Translation and Rotation in camera coordi-
nates for algorithm “R_then_T” The average for each experiment is taken over 100
samples of uniform noise.

NOISE ROTATION ERROR | TRANSLATION ERROR

No. 6 p| bws dwy w, | AT, | AT, AT,
Lines | deg. | pixels | deg. | deg. deg. | feet | feet feet
Correct 0.00 | 0.00 0.00] 0.00[ 0.00 0.00

5( 1.0 1.0 | 1.08 | 5.06 0.62 | 11.44 | 13.96 51.16
5] 5.0 5.0 | 3.19 | 14.65 1.62 | 32.69 | 39.85 149.40-
10| 1.0 1.0 050 | 2.26 0.31 921 | &83 i &1
10| 5.0 501 244 | 1045 1.28 | 40.83 | 10.03 38.65
141 1.0 1.010.29 | 0.29 0.18 1 035 2.37 0.23
14| 5.0 50| 1.50 | 1.56 0.91 1.92 | 12.44 1.27
30| 1.0 101009 0.10 0.13| 040 1.01 0.36
30( 5.0 50045 | 0.50 066 | 209 5.05 1.82
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Table 3: Estimated Errors of Translation in world coordinates for algorithm
“R_and_T”. Real Data results for Outdoor and Indoor frames without outliers.

Frame | Num. | TRANSLATION ERROR
No. | Lines | AT, | AT, AT,
feet | feet feet
Outdoor Frames
1 171 0.10 | 0.06 0.03
2 151 0.38 | -0.25 0.13
3 12| -1.1 0.3 0.10
4 7/ 057 0.86 0.65
5 131 1.60 | 0.72 0.54
6 13| 1.87} 1.10 0.72
Indoor Frames
1 19| 0.15] 0.08 0.03
2 191 0.10 | 0.01 0.04
3 18 | 0.30 | 0.02 0.02
4 17| 0.04 | 0.08 0.04
5 13 ] 0.27 | 0.68 0.88
6 10| 0.07 | 0.42 0.22

Table 4: Estimated Errors of Translation in world coordinates for algorithms
“R_and_T” & “Med_R_and_T”. Data with outliers.

“Med_R_and.T” “R_and_T”

Frame | Num. | Num. | TRANSLATION ERROR | TRANSLATION ERROR
No. | Lines | Out- | AT, | AT, : AT, | AT, | AT, AT,
Liers feet | feet feet feet | feet feel.

Outdoor 1 17 5| 0.80 | -0.23 0.20 ] 2.90] 0.15 1.0
Outdoor 3 17 3| -1.107 0.14 0.10 | 34.74 | 7.34 2.3 ]
Indoor 1 19| 8] 025 0.07 0.10 | 5.75 | 0.40 0.60
Indoor 7 46 8| 02] o1 0.1 03] o1 04 ]
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on the image after the pose has been estimated. Figs. 2b, 5b and 6 are the projections of
the 3D landmark lines from the poses returned by the algorithm “R_and.T” for outdoor

frames 4, 6 and 5 respectively.

Table 3 also gives the results of algorithm “R.and_T” on six indoor corridor frames.
The camera location for these frames ranged from 40 feet to 23 feet from the door. The
results in Table 3 are with no outliers in the input data. Fig. 4a shows the first frame. The
correspondences for the last four frames were obtained from a motion line tracking system
[18]. As can be observed from the table, the results from the indoor data are much better
than the outdoor data. This is to be expected for two reasons : (1) The landmarks are

much closer, (2) The 3D model is probably much more accurate.

The results for the outdoors can be improved by the following four measures: (1)
Use more lines, some of which can be obtained by drawing virtual lines from the corner of
the building to the tops of lampposts. (2) Use closer landmarks. The most accurate result
is for frame 1; this is probably because it is the only frame in which there is a telephone
pole 50 feet away. (3) We may not know all our intrinsic camera parameters accurately.
Work is underway to calibrate the camera very precisely. (4) Improve the 3D positioning

of the lampposts and poles.

Finally, the algorithm “R.and_T” as it stands is not able to handle outliers. Some-
times the 2D line matcher errs and matches a wrong set of telephone lines. In the case
of the telephone poles this introduces an error of 50 pixels or so. Our algorithm cannot
recover from this by just looking at the residue errors for each line, from a least mean square

analysis.

6.3 Results for “Med_R_and_T”

The algorithm “Med_R.and_T” was tested over both the indoor and outdoor frames. Table

4 gives results for both “Med-R_and_-T” and “R_and_T” on outlier data for 4 frames . Figs.
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3a, 4a, 8 and 10 show the input image line data with outliers for outdoor frame 3, indoor

frame 1, outdoor frame 1 and indoor frame 3 resp..

Fig. 3a represents a classic example of a mismatch from the 2D line matcher. The
telephone pole has been wrongly matched to be the street light. Thus, there is one landmark
outlier or 3 lines of a set of 17 (approx. 17 %) are outliers. As can be observed from the
Outdoor frame 3 entry in Table 4, the least squares solution (“R.and_T”) is off by 34 feet.
Basically, the least square solution for this data is meaningless. We ran the landmark
version of alogorithm “Med R._and_T” over this data set. It is able to correctly identify
the outlier. There were 6 landmarks and thus the algorithm explored 20 different subsets.
The output projection after estimation of pose by “Med_R_and.T” is given in Fig. 3b. The
location of the camera returned by the “Med_R.and_T” is off by 1.2 feet along the x-axis
(parallel to the walkway), 0.14 feet along the y-axis (perpenidcular to the walkway) and
0.1 feet along the z-axis (vertical direction). The effect of an outlier depends significantly
on its relationship to other data items. In Fig. 3a the mismatched telephone pole has a
large effect on the least squares solution because of its location at the right extremity of

the image.

Fig. 8 is another example of outliers in outdoor data (Frame 1). The matched image
lines have been randomly perturbed to make outliers. Of the 17 lines, 5 are outliers (approx.
29 %). Fig. 9 shows the projection of the 3D lines after estimation of pose by algorithm
“Med_R.and_T” on this data. The outliers were correctly detected. Note, from table 4
we can see that the least squares solution of “R.and.T” in this case wasn’t as bad as the
outdoor frame 3 case. This may be because of the presence in Fig. & of the telephone pole

(left extreme of image) only 50 feet away from the camera.

Fig. 4a is an example of outliers in indoor frame 1. Here again, the matched image
lines have been randomly perturbed to make outliers. Of the 19 lines, 8 (approx. 42 %) are

made into outliers. Fig. 4b shows the output of the “R_and_T” on this data. From Table
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4, it can be seen the camera location as returned by “R_and_T” is off by 5.75 feet. We ran
the line version of “Med_R_and.T” on this data. It was again correctly able to identify all
outliers. Fig. 4c shows the output project.ion after estimation of posc by “Med_R.and.T”
on this data set. The location of the camera returned by “Med_R_and_T” was off by 0.25

feet along the x-axis (along the corridor), 0.07 feet along the y-axis (perpendicular to the

corridor) and 0.1 feet along the z-axis (vertical direction).

Fig. 10 showing indoor frame 7 is another example of input data with outliers from
the 2D matching algorithm [27]. In this case, from Table 4 we can see that the “R_and_T”
pose is fairly close to the “Med.R_and.T” pose estimation. However the projection after
outlier detection (Fig. 12) is much better than the projection using the pose estimated by
“R.and_T” (Fig. 11). All outliers were correctly detected. In this frame the 2D line matcher
detected three of the lines in depth correctly. We find that for the indoor hallway scenes
these lines (roughly parallel to the optical axis) play an imp.ortant role in determining the

pose accurately.

There are some cases when “Med_R_and_T” fails. This happens when the outlier is
very small. For example, on a run on the image in Fig. 3a the 2D line matcher matched
the building a little off to the lower right. It did this by matching the corner vertical line of
the building to the first window’s rightmost line and the far corner vertical line to the near
corner line. The error due to this mismatch causes the robot to be placed 5 feet forward on
the walkway by “R_and_T”. The least squares solution “R_and_T” is not able to negate the

effect of the above outlier, because beside the building lines most other lines are vertical.

The resulting residual errors are very small and do not get detected hy “NMed R and T
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A Different ways of representing 3D rotation ?

The rotation operator in equation (10) can be expressed in many ways [20,29]. Each gives
rise to different non-linear expressions for “E”. Some ways would require non linear equality
constraints to be satisfied. Some are unconstrained but give rise to complex objective
functions, which must be minimized. A minimum of 3 parameters is needed to represent
rotation, but this leads to non-unique representations. It has been proven that to represent
3D rotation uniquely at least 6 parameters are needed [29]. We now describe some of
the common representations and build the motivation for our final choice on representing

rotation.

Orthonormal Matrix : This is one of the most common ways of representing 3D rota-

tion. Here rotation is specified by a 3 X 3 orthonormal matrix.

™1 T2 T3
R=1]rn 73 7 (41)
T31 9F32 T33

To be an orthonormal matrix, the following equality constraints must be satisfied.

3
dYork=10 - (42)
i=1
3 ,
Z TijTk; = 0.0  where i £ k. (43)
i=1
det(R) = 1.0 , (44)

Note, any matrix “R” which satisfies the first two constraints will have it.é determinant
to be +1.0 or -1.0. The determinant of “R” must be -+1.0 to represent a rotation
operator. When the determinant of “R” is -1.0 it represents a reflection. In our
solution process, the determinant constraint need not be explicitly observed. If we

obtain a solution where the determinant of the “R” matrix is -1.0, all the elements
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of “R” and “T” in equation (10) can be mutliplied by -1.0 to obtain a solution where
“R” represents a rotation. Thus, if we represent “R” as an orthonormal matrix, our
objective function given by equation (10) becomes a quadratic function of 12 unknowns
with 6 quadratic equality constraints to be satisfied. The rotation matrix gives us 9

of the 12 unknowns. The translation vector is the remaining 3.

Axis and Angle : The rotation of a vector “p” by angle “6” about axis “w” is given by

Rodrigue’s formula :
P = (cosb)p + sinf(w x p) + (1 — cosb)(w - p)w (45)

Here, “w” must be a unit vector. So, we have a quadratic equality constraint. There-
fore, if we represent “R” by axis and angle, we have an objective function given by
equation (10) which contains trignometric terms of power 2 and higher and a quadratic

equality constraint must be satisfied.

There are two variations of the above method for representing rotations. As described
above, we require 4 terms to represent the rotation. Both of the following variations
require only 3. We could respresent the axis by two sphgrical coordinates, in which
case, we would have a high order trignometic objective function but no constraints.
The three terms would be the two spherical coordinate angles representing the axis
and the angle of rotation about the axis. We could also remove the constraint, that the
axis vector is a unit vector. The magnitude of the axis vector would then be the angle
of rotation about the axis. This too, is an unconstrained representation of rotation.
It also leads to a complicated trignometric objective function. However, we use this
representation for small rdtations in our formulation. For small representations, we
will see that this leads to a linear operator for rotation. Note, in the axis angle

representation, negating both the axis and the angle represents the same rotation.

Euler angles : Here, we represent 3D rotation by 3 succesive rotations about each of the

3 coordinate axis, resp.. The order of the rotations must be specified. We rotate first
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by angle 1 about the z-axis, then by angle ¢ about the y-axis and finally by angle 8
about the x-axis. Each of these rotations can be specified by a 3 x 3 matrix, whose
elements are trignometric functions of the angle of rotation. Finally, we would have a
3 x 3 matrix whose elements are combinations of trignometric functions of the three

angles. The final rotation matrix is given by the following equation:

R=10 cos(d) -sin(6) 0 sin(1) cos(¢) 0

1 0 0 cos(@) 0 —3m(¢)] [coa(tﬁ) —sm('c/:) 0
0 sin(0) cos(8) sin(¢) 0 cos(9) 1

(46)
Representing rotations by Euler angles makes our minimization problem to be an
unconstrained one, however, our ob jective function becomes an extremely complicated
trignometric function. Euler angles are often used in engineering appﬁcat;ic;ns as they

can be measured by instruments and also are easy to picture.

Quaternions : Here we represent rotations by a 4D vector ¢. The quaternion “q” can
be thought of as a scalar g, and a vector g,. It is related to the axis w and angle 4

representation in the following manner:
go = co0s(0/2) gy = sin(0/2)w (47)

Rotation of a vector p using quaternions is given by p’ = qopog*. Where “o” denotes
quaternion multiplication. The complex conjugate of ¢ is ¢* where ¢* = (g,, —¢v).
Quaternion multiplication of two quaternions is given by the following equations:
(Po 9)o = (Pogo — Pv19v1 — Pv2quz — Puaqua)
(Po @)u1 = (Pogu1 + Pu18o + Pv2Gu3 ~ Pv3qe2)
(Po q)uz = (Poqv2 — Pu19ua + Pv2Go + Pvaqu1)
(Po 9)v3 = (Pogu3 + Pu1dv2 — Pu2de1 + Pu3do)

(g0» qv) and (—¢o, —qy) represent the same rotation. -‘While (¢, g,) and (go, —g,) rep-

resent opposite rotations. For a 4-tuple to represent rotation it must be a unit vector,
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i.e., the following constraint must be satisfied:
%+ qn + din + g5 = 1.0 (48)

Representing rotations by quaternion, we have an ob jective function with poloynomial
terms of degree 4. QOur solution also has to satisfy a quadratic equality constraint.
With quaternions [12] however, it is easy to compose rotations. Another advantage of
using quaternions is that given a 4D vector which does not satisfy the unit magnitude
constraint, it is easy to find the closest unit quaternion to it. This is useful for us.
In our formulation, we represent large rotations by quaternions. At each iteration in
our search for the minimum of the objective function, we represent small rotations by
a 3D vector for rotation axis and angle. We form quaternions from these 3D vectors
and compose these to the current estimates for the rotation. This allows us to have
an unconstrained minimization problem. Our objective function at each stage in our

iteration can also be linearized and is easy to minimize.
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Fig. 2A: Input 7 lines from 2D line matcher
to algorithm "R_AND T" for outdoor

Frame 4.

Fig. 2B: Projected lines after estimation
of pose by algorithm "R and T"
for outdoor Frame 4.

Fig. 3A: Input 14 lines from 2D line
matcher to algorithm
"MED R AND T" for outdoor
frame 3. (NOTE: outlier,
telephone pole (3 lines))
has been matched incorrectly
to street light.

Fig. 3B: Projected lines after estimation
of pose by algorithm "MED R AND T"
for outdoor Frame 3. The outlier
(telephone pole, 3 lines) was
correctly detected.



Fig. 4A: Input 19 lines to algorithms Fig. 4B: Projected lines after estimation

"MED R _AND T" and "R_AND T" of pose by algorithm "R AND T"
for indoor Frame 1. for indoor Frame 1. Least squares
8 of 19 lines are outliers. algorithm fails when outliers

are present.

Fig. 4C: Projected lines after estimation of
pose by algorithm "MED R AND T" for
indoor Frame l. Outliers are correctly
detected. This is also output of
"R_AND T" when data without outliers
is given to it.



Fig. ba: Input 13 Lines to algorithm “R_and_T” for Outdoor
Frame 6.

Fig. bb: Projected lines after estimation of pose by algorithm
“R_and_T" for Outdoor Frame 6.



Fig. 6: Projected lines after estimation of pose by algorithm
“R_and_T” for Outdoor Frame 5.

Fig. T: Projected lines after estimation of pose by algorithm
“R_and_T” for Indoor Frame 2.



Fig. 8: Input 17 lines to algorithm “Med_R_and_T” for Outdoor
Frame 1. 5 of 17 lines are outliers (Street Light and Lamp Post).

Fig. 9: Projected lines after estimation of pose by algorithm
“Med_R_and_T” for Outdoor Frame 1. Outliers were correctly
detected.



Fig. 10:

Input lines to algorithms Fig. 1l1: Projected lines after

"MED R AND T" and "R _AND T"

estimation of pose by

for indoor Frame 7. algorithm "R AND T"

for indoor Frame 7.

‘Fig.12:

Projected lines after estimation of
pose by algorithm "MED R AND T" for
indoor Frame 7. Outliers are correctly
detected.



