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ABSTRACT

This paper describes the development of an environment, Pantechnicon, which provides for
the active display of information predominantly in the typeset paradigm familiar to users
of TEX. Pantechnicon provides an editing environment which allows users to compose a
document in a manner similar to EMACS, but extended by the ability to compose technical
matter such as mathematics, tables or figures using a technical keyboard which appears
in a window and is mouse-activated. The internal form of the document is manipulable
by programmers in Common Lisp, ML, POP-11 and Prolog, running under the POPLOG
system. Functions written in these languages can be associated with a displayed object as
scripts, making the document active with Hypertext like qualities. The system is designed
so that the incremental operations associated with editing have O(logn) time complexity, so
that it scales appropriately to treat large documents.
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1 Introduction

In the cuisine of many lands, visual presentation is regarded as being as important as any
other part of the preparation of a meal. The users of computers, no less, should be able
to feast their eyes upon the image of their information structures presented to them by
their machines. Pantechnicon is a system that supports the generation and presentation
of documents, active with fine granularity, in the typesetting paradigm immortalised for the
computational world by Knuth [9], as opposed to the typescript paradigm of most current
editors such as Emacs, the eztended typescript paradigm of word-processors like MacWrite,
the desktop paradigm of most window systems or the technical drawing paradigm of many
CAD systems.

The computational correlates of these paradigms are the kind of relationships that can exist
between displayed entities. The typescript paradigm embodies a left /right relationship only
between individual characters of fixed dimensions, and an above-below relationship only
between lines of characters; only the dimensional limitations are relaxed in the extended
typescript paradigm. The desktop paradigm is based primarily on the over/under relation-
ship between windows, which results in obscuration of one window by another. The technical
drawing paradigm does not per se impose significant relationships between displayed entities
although such relationships may be imposed by the associated application software.

The typeset paradigm imposes both left-right and above-below relationships between dis-
played entities. However, these relationships are not restricted to holding respectively be-
tween characters and between lines as in the typescript paradigm — they can hold between
any displayed entities. Moreover there is a hierarchic boz/sub-boz structure present in the
TEX embodiment of the typeset paradigm, to which Pantechnicon adheres in broad outline.
While the primary paradigm supported by Pantechnicon is the typeset paradigm, it does
support others, for example the technical drawing paradigm is (in a limited way) provided
by the picture command (see section 4).

I shall refer to the representation of a document as a set of pixels in a window as the iconic
form of the document, as opposed to its internal form as a tree data-structure from which
the iconic form is derived.

The main design goals of Pantechnicon are as follows:

o To permit a user to compose a document freely. Pantechnicon allows one to compose
plain text exactly as if one were using an ordinary editor, using a combination of
key-strokes and mouse actions.

e Conversely, Pantechnicon is also intended to support the production of constrained
documents. In actuality, all documents are subject to constraints. Both natural lan-
guage and computer programs are subject to constraints on syntax, although the those
on the latter are better formalised and more rigorous than those on the former. It is
characteristic of documents produced for professional purposes that they are strongly
constrained, whether they be engineering designs, mathematical formulae, computer
programs or legal documents. A creative professional will act largely within these con-
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straints, although one may need to reformulate them on occasions. Pantechnicon is
designed to permit both syntactic and semantic constraints to be enforced. Necessary
freedom of composition is combined with enforcement of constraints by the provision
of a system of watermarked pedigrees for formalisms within a document. These capa-
bilities form the basis of Pantechnicon’s capability of supporting Text Based AL

To support the typeset paradigm as the default. Most professional activity produces
documents which fit this paradigm, with included sub-documents, usually called figures,
which themselves lie outwith the paradigm, but which are readily incorporated in the
system design. Even in such an apparently visual area as engineering design[13, 14}, it
is essential to realise that only a small proportion of the design documentation has the
form of large scale engineering drawings — the great bulk of components of most designs
are bought-in, and much of the rest consists of standard form-features. Information
derived from text-books, manuals, codes-of-practice, catalog entries, and justifications
for particular choices form a the basis of large portion of the documentation of a design.

For interactive use, a somewhat simpler implementation of the typeset paradigm than
that embodied in TEX has been adopted, but the availability of this paradigm is seen
as essential to the presentation of formal structures to the human user as a readily
comprehensible image.

To permit the creation of scriptable active documents. Any entity appearing in the
iconic presentation of a Pantechnicon document can be made to respond in an arbitrary
way to events (e.g. mouse hits) occurring within it. The behaviour so occasioned can be
determined by a script written in any of the Al languages supported by the POPLOG
system(8] in which Pantechnicon is implemented.

Entities are scriptable at a fine grain, which extends down to the tips of the document-
tree. The default script for any entity is “edit behaviour”, which allows it to be
extended and modified by mouse and keyboard events initiated by the user.

To employ a technology that scales acceptably. Pantechnicon aims to support very
large documents, so the complexity of the algorithms it employs must be appropriate.
It is argued, in section 6 that the typeset paradigm supports good performance by
virtue of a order isomorphism between the internal and iconic forms.

To be portable across various machines, and to be able to produce output on printers
at full printer resolution, and to be usable on the smaller workstations. One feature of
this portablility is the constant relationship between the various AI languages them-
selves and to the windowing system enforced by the POPLOG system. Workstations,
however, do not provide a uniform physical interface to people — the keyboard layouts
differ, and mice are not all blessed with the same number of buttons. Pantechnicon
provides a two-stage event-interpretation process. The first stage maps from events
produced by the window system to ‘Pantechnicon events’. E.g. pressing mouse button
#1 may be mapped to the Pantechnicon event begin_selection. The second stage re-
sponds to the Pantechnicon event in a manner appropriate to the Pantechnicon entities
in which 1t occurs.



e To be readily extensible, and accessible as an open architecture to Al programmers.
‘The main implementation decision which makes it possible to meet this requirement is
that a strategic ensemble of procedures in the system are pure functions without side-
effects. This functional programming style makes it much easier to preserve consistency
between the document present as a data-structure and its form as an image presented
to the user, and hence renders the task of incorporating new entity types into the
system much easier. The other essential attribute is that these functions be generic,
in the sense that they are incrementally extendable for new forms of data.

An initial version of Pantechnicon exists currently — it is described in section 7. This paper
describes the design of Pantechnicon, so that the present tense is used of all features of the
system.

2 The User’s Perception of Pantechnicon

Pantechnicon appears to the first-time user as an editor. The mouse can be used to select
some portion of the document as the target for subsequent insertions or deletions, to move
some portion of the document, or to choose an action from a menu. In so far as they
are meaningful, key-bindings are compatible with EMACS. Cursor moving keys generate a
synthetic selection, which is equivalent to an appropriate mouse-generated event.

However one will find that one has additional options to those normally provided. One
menu-item serves to create a new window which is a technical keyboard. This provides a
number of successively expanding options. For example the mathematics option allows one
to compose mathematics, and is itself structured (e.g. there is a calculus sub-option, and a
set-theory sub-option). The digital circuit option allows one to incorporate standard symbols
for gates, multiplexers, counters, etc. in the user document (usually but not necessarily in
a picture). The technical keyboard acts like a “soft” keyboard in that “pressing” any key,
using the mouse, inserts the symbol or formula which is the key into the current edit buffer,
at the currently selected place.

The user can create a customised ‘soft’ keyboard to his own specification. In effect, all one
has to do is to create a document laid out as the desired keyboard, and then convert selected
text items to being keys using a special menu-selection.

One of the keys of the technical keyboard inserts a picture into the current document. Once
inserted, a picture can be made larger or smaller by mousing its frame. Initially pictures
are empty. A mouse-selection on any unoccupied part of the picture inserts a dummy entity
into the picture at that place. This entity can subsequently be edited in the standard way
— e.g. plain text can be typed in, or the technical keyboard used to insert special symbols.
Pantechnicon departs from TEX in its treatment of lines in a picture. To make it easier to
adjust the appearance of a picture, the terminations of lines are attached to other objects,
so that when they are moved the lines move also to preserve connectedness. This also makes
it easier to attach semantics to lines, e.g. as connections in a logic diagram.



Mathematical formalisms may also be input using key-strokes, which can be faster for the
practiced user than extensive use of the mouse. For this purpose, and others, a command line
is provided at the base of each edit window which provides a (very limited) typescript ‘second
view’[3] of the document. If part of a mathematical expression is selected, its typescript form
appears in this command line, which can then be edited in the manner of the command line
of VED[8]. E.g. the command line (z + y)/2 will produce the iconic form =2,

The result of any editing activity is a document whose form, modelled after that of TEX
input, is an open standard within Pantechnicon. Thus, application programs can readily
operate upon part or all of the document. The more advanced user is able, e.g., to write
a program that will examine a picture that represents the design of an electronic circuit
together with some test instruments, such as an oscilloscope, and to simulate that circuit,
making its iconic form display the results of that simulation.

3 Comparison with previous work

The elements of which Pantechnicon is composed are familiar to workers in the field. Among
editors, the various versions of Emacs are user-programmable. Most, however, are only
programmable in the restricted ‘Mock Lisp’[15] which is not a general purpose programming
language. The Zemacs system, available on LISP machines, permits LISP users to have access
to the edit buffer, and provides capabilities closer to those of Pantechnicon, albeit restricted
to the typescript paradigm. Pantechnicon is distinguished from the tools commonly available
in LISP environments by its adherence to the typeset paradigm, rather than the window
paradigm.

My debt to TEX should be manifest: TEX is not, however, designed for interactive use,
and would not be easy to adapt. TEX transforms a source document into a dvi file which
embodies the decisions about where entities should be placed. Originally I tried to adapt
this paradigm to interactive use by creating a procedure which would map an input data-
structure in TEX-like form to an output data-structure with dvi like attributes extended
by back-references to source text (to support the interpretation of mouse-hits). Maintaining
consistency during edit operations using this architecture proved remarkably difficult, and I
was driven to employ the present architecture of decorating the source tree with typesetting
information, as described in section 6. TEX and LATEX are the major source of naming
conventions in Pantechnicon, and of the details of arguments of commands. Logically, some
departures from these conventions are necessary. For example the text of a section is a
parameter of the section command in Pantechnicon.

While Pantechnicon’s procedures do not produce output of the refinement of TEX output,
the results are nevertheless pleasing to the eye It is intended to provide an option to output
a document in TEX.

The Hypertext-like capabilities of Pantechnicon derive from the active nature of the iconic
form of the text. The ref and label commands provide the ability to explore the text in a non-
sequential manner. Among Hypertext systems, MUE[16] stands out as using a presentation



form of hierarchically organised rectangular boxes, which has a conceptual relationship to
the typeset paradigm.

The overall organisation and functional programming architecture of Pantechnicon resemble
that of the Two-view Document Editor([3], although this is conceived of as an editor rather
than an environment.

Pantechnicon is distinguished from the mathematical tools (e.g. Mathematica) available
for the Macintosh and other computers by its open architecture, and orientation towards
supporting a wider set of formalisms than the pre-20th century mathematics which are the
typical targets of such tools.

4 The internal representation of a document

The functions which operate on documents are abstracted away from commitment to any
particular concrete representation, although by default a document is a Prolog term. In
Poplog, this is not a data-type confined simply to the Prolog subsystem, but can be created
and manipulated by suitable calls in POP-11 and LISP. It was chosen over the other alterna-
tive, the LISP S-expression as being more manifestly an applicative structure — lists tend to
become overloaded as rag-bags for holding all kinds of data. The typescript form of Prolog
terms, broadly familiar to most computer users, is used for keyboard input of mathematical
expressions, although a the use of conversion function to the internal form preserves the
abstraction.

Thus a document is a tree, of which the nodes are, by default, non-atomic Prolog terms. The
functor of each of these terms is referred to as a command. E.g. hboz(a,b) has the command

hboz.

The tips of the tree are any other entity which POPLOG can represent. Detailed corre-
spondences between the representation of the various datatypes of LISP, ML, POP-11 and
Prolog are available within the POPLOG online manual. The typeset form of any one of
these data-types is fully programmable, and may be active, allowing the construction of
browsers.

The POP-11 word datatype, which is physically identical with the Prolog atom, has a special
role in Pantechnicon, and imposes certain style constraints on the Pantechnicon presentation
of formalisms. These constraints can best be characterised as being those of engineering
mathematics. Words which happen to be the names of TEX mathematical symbols are
presented as the typeset form of that symbol. E.g. “alpha” appears as . The underscore is
taken to refer to a subscripting operation. E.g. v_in is presented as vin.

The default presentation for LISP symbols, which are disjoint from the word/atom datatype
discussed above, has not yet been determined. Since one of the more important formal
objects to be displayed are S-expressions, the succinct mathematical style of expression
rather militates against the common programming style which might be parodied as:



(THIS-IS-A-FUNCTION-FOR-F INDING-THE-DISTANCE-BETWEEN-TWO-POINTS
THE-FIRST-POINT
THE-SECOND-POINT)

Turning now to nodes, there are essentially two kinds, distinguished by principal functor:
typeset nodes and application domain nodes.

Typeset nodes correspond to TEX/LATEX commands, and determine the spatial relation-
ships between their sub-documents quite explicitly. E.g.

cat
vboz(cat,dog) produces dog

Application domain nodes have a structure that is determined primarily by considerations
other than typesetting. The only application domain currently implemented is the math
domain. In this domain, the prolog term diff(z/(z+1)) is presented as £ % Pantechicon
recognises a particular sub-document as being in an application domain by the presence of
a application domain entry command as the principal functor of the sub-document — e.g.
in math(z + y),  + y is recognised as being in the math application domain.

The rationale of providing application domain commands is to permit application-oriented
data-structures to be present in a document. Thus the terms of the mathematical application
domain have the ‘natural’ form which can be evaluated by the Prolog evaluation predicate
is, rather than a form oriented to typesetting which they would have in TEX. It is intended
to extend the definition of document-trees to permit LISP S-expressions to be used as a
representation of mathematics, in a mathiisp application domain.

Associated with an application domain is a function for transforming expressions of that
domain into typeset form. This function must make use of the lab command (q.v.) to
permit the iconic form of sub-documents to be related to the source form.

Below are summarised the main forms of document node available in Pantechnicon:

e bf(Doc) Set the text specified by Doc in bold face.
o 7m(Doc) Set the text specified by the Doc in roman face.

o ezpand(Symbol) Expand Symbol to a size to match other text which occurs with it in
an hboz or vboz. Tex conventions are used for symbol naming.

o frac(P,Q) Set the fraction %. The base-line of the resulting box is chosen so that the
bar of the fraction will align with a preceding minus sign.

o hboz(Dy,D;...D,) Set the text specified by commands D,..D, in a horizontal line,
with the base-lines of each aligned horizontally, and aligned with the base-line of the
resulting box.

e \(Rhline) produces an expandable horizontal line.
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e vboz(Dy,D,...D,) Set the text specified by commands D, ... D, in a vertical line,
left justified.

o subsuper(C,D,E). Set CE Either the sub-script or the super-script can be a null
string.

o frameboz(m,dz,dy, jz, jy, T). T is to be typeset in a box with dimensions dz,dy and
justified within that box as specified by j. j,.  justification is “I”, “r”, “c” and y
justification is “t”,“c”,“b”. The box is put on the screen with a border.

o picture(z,y, Py, ... P,) Creates a picture, with documents D ... D, placed as specified
by put commands

o put(z,y,D) D is to be placed at location z,y in the current picture (which must be
defined immediately above the put command in the tree). :

o lab(iy,1z, . . . in, D) This form of label command is used to establish a correspondence
between application documents and their typeset counterparts. This correspondence
is required by the event handlers that deal with pointer events (e.g. mouse hits).
Essentially 4 .. .14, provide a path in the original application-domain document to the
sub-document whose iconic form is produced by the typeset document so labelled.

o label(L). This generates a tree address in the document tree which is associated with
the label name L, and which can be referred to in corresponding ref commands. It
also generates a serial number, which may be present in the iconic form of the ref
command.

o ref(L). This allows a reference to be made to a label elsewhere in the document, both
for the TEX-like purpose of providing a reference number, and for the Hypertext-like
purpose of allowing the user to jump to it.

o include(File). The saved form of a document contained in File is to be a sub-
document. Provided the necessary auxiliary information is available, the physical
inclusion of the file in the document tree in main memory is delayed until reference
within it is made.

o key(Doc) This command places the document in the window, with a frame round it.
When a select event occurs within it, rather than passing on the event to sub-boxes,
instead it inserts the document into the current edit window. Thus the key command
is used to construct specialised “keyboards” containing e.g., mathematical symbols.

o math(Doc). Docis a mathematical application document, to be translated and typeset.
Additional commands are being formulated. In particular a set of document structuring com-

mands, paragraph, section, chapter and book are necessary to provide a bounded branching
factor on the document tree.



5 Pedigrees and Watermarks

In this section I describe the apparatus by which Pantechnicon essays to grant the user
legitimate freedom of expression whilst restraining him from the licentious fabrication of
falsehoods. Lest an accusation of the aforesaid moral turpitude be laid at my door, I hasten
to add that the contents of this section represent a proposed extension to Pantechnicon.

Certain commands occurring in a document create formal sub-documents, which can have a
pedigree. A formal sub-document — let us call it indiscriminately a formula — may take a
variety of forms, e.g. an equation, a table, a function definition. A pedigree is related to the
concept of a justification in a Truth Maintenance System[6), and to a citation or reference
in TEX: it fully characterises the process by which a formala is derived, which includes the
possibility that it is asserted without justification.

A legitimate derivation of a formula E from a formula B, E,...E, is achieved by applying
a function fieriwe to the E;, possibly with additional arguments. E.g. E; might be a rational
function to be expressed as partial fractions, fzerive might be a function for expressing rational
functions as partial fractions, and E might be the partial fraction form of E;. Another form
of derivation might be to select particular values from a tabulated relationship. The pedigree
of E specifies the E;, ferive and any additional arguments. The E; are referred to ‘by name’,
i.e. by using a label referring to a place in the current document, or a citation of any other
document, so that their provenance is manifest.

Editing a formula is both possible and at times desirable, provided that the editing action
explicitly nullifies the pedigree. Given the open architecture of Pantechnicon, it will be
possible, accidentally or maliciously, to create bogus pedigrees. As a safeguard against an
occasion so unhappy, pedigrees contain a watermark which is obtained by applying a hashing
function during the derivation, access to the hashing function being limited.

6 The Implementation and Performance of Pantech-
nicon

The dominant paradigm of any system for presenting and modifying information structures
strongly determines the design of the algorithms of acceptable complexity for performing
such presentations and modifications. In Pantechnicon the internal form of a document is a
tree, with a branching factor that users are encouraged to keep bounded by the availability of
a hierarchy of document-structuring commands. An ordering relationship can be associated
with this tree, as in [4]. This ordering is the inverse of what one might informally describe
as the tree/sub-tree relationship. To be more precice, the ordering is defined on paths (or
occurrences) which define how to reach a particular sub-tree.

The iconic form of a document can be thought of as consisting of functions (binary for black
and white) which are defined on sets of pixels constituting a rectangular boz. Set inclusion
on these boxes defines an ordering relationship on the iconic form. The ordering defined on




the iconic form is order-isomorphic to the inverse of the ordering defined on the tree form?.

The complexity of the algorithms employed in Pantechnicon depends crucially upon the
document being a tree of bounded branching factor k. The complexity of mouse interactions
depends in addition upon the order isomorphism between the iconic and internal forms.

The connection between the internal and iconic forms of a document is made by the value
function. walue is a pure function, memoised[11, 12] for good performance. In the most
simple cases®, value(D, Font) is a boz record which specifies the width, height and ascent[7)
of the iconic form of D, together with a map which is a vector specifying where the iconic
forms of the sub-documents of D should go relative to the iconic form of D

Because of the memoisation, the complexity of value is history-dependent. Suppose D is
a document which, considered as a tree, has depth d. Suppose D has k; < k children,
D,...Dy,. Then, if D is a new document, not yet in the memory of value, to determine
value(D, Font), value must be called recursively k; times, yielding boxes B;...B,. In
Pantechnicon, any processing to determine the position of the iconic forms of the B; in the
iconic form of D is of complexity O(k), since a bounded number of passes is used to satisfy
the spatial relationships, and only the fixed-size components of the B; are examined, and
not the map. Note that determining value does NOT actually paint the iconic forms on the
screen. We have two limiting cases

1. If no sub-tree whatever of D has been incorporated in the memory of value then the
complexity of value is O(k?).

2. If every proper sub-tree of D has been incorporated in the memory of value then the
complexity of value is O(k), assuming that access to the address-hashed memeory of
value takes constant time.

Case (1) holds when a document is to be typeset for the first time — all of the functions which
present the iconic form of a document to the user evaluate value for the whole document.
However if a document is created incrementally by editing actions, with value fully memoised
(i.e. no purging of the memory takes place), case (2) holds for all the calls of value occurring
during the creation of a document. The most important edit action is the replacement of
a sub-tree D; at a path p, written D[p « D,] in [4]. This has complexity O(kd), since
every tree-node along the path p of length < d has to be re-built, each taking time < k.
Each replacement leaves < d nodes whose value is not memoised, requiring time O(kd) to
perform.

The time-complexity for interpreting mouse-hits can be analysed in a similar way, because
of the order-isomorphism between the internal and iconic trees. A selection arising from a
mouse hit generates a path of length < d. In determining each step of the path, O(k) calls
of value are required, each taking constant time if value is kept fully memoised. Thus the
time complexity of interpreting a mouse-hit is O(dk).

2Pictures are an exception to this, which means that they should be ‘small’.
3 Application domain documents have extra stages of evaluation involved before a box becomes available.
The complexity arising from this additional work is domain-specific
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The most meaningful measure of the size of a document from the user’s point of view is the
number of leaves, n, say. Provided the tree is balanced* and k is bounded, O(dk) complexity
translates to O(logn) complexity, and O(k?) complexity translates to O(n) complexity.

The complexity of the operations required to maintain the iconic form that the user sees
consistent with the internal form is not discussed here. Incremental updating of the screen
is discussed in [3]. Much of the work in obtaining adequate performance is more to do with
careful use of block-moves of pixels to obtain small constant multipliers rather than being
related to the size of the document itself.

The assumption that the value function is fully memoised is reasonable for a small document
created in a single session. Clearly the issue arises as to whether the memory should be
persistent between sessions. In the case of a large document created over many sessions,
full memoisation is undesirable, since the whole document tree may not be present in main
memory. The compromise to be adopted is to save the memory down to the paragraph
level between sessions. The rationale for this is that paragraphs are commensurate in size to
windows — typically only a few paragraphs will appear in a window — and that the time-
complexity of presenting a document to a user at a location in the document specified by a
path (e.g. if he requests to access a reference generated by ref) will typically be dominated
by the cost of painting into the window the tips of the tree that actually appear, if the path
is not ‘near’ any path which was previously displayed. Thus the cost of recreating the value
memory for the part of the document that actually appears will be commensurate with that
of actually painting it on the screen.

7 Discussion

An initial implementation of Pantechnicon exists. It is possible to create edit windows and
enter a mixture of plain text and mathematics into them, to mark text with a mouse and
replace it. The response to key-depressions is usably fast, though further work on incremental
repainting is needed to reduce flicker. Work on writing a document to backing store, reading
it back and writing in Tex format is in progress. The implementation currently runs under
Suntools using the Poplog Window Manager, but will migrate to using the X-toolkit interface
provided in POPLOG Version 14. The system does not yet provide mouse-mediated access
to scripts in the way that Hypercard does, nor are data-structure browsers or debuggers
based on Pantechnicon available. A rewrite-rule based algebraic simplification system will
shortly be integrated with Pantechnicon.

The translation from the mathematical application domain to the standard typeset form is
currently done in Prolog, which is a convenient formalism for expressing such a ‘case based’
transformation. The use of Prolog for this purpose does however create a problem in that it
does not support the distinction made in LISP by EQ versus EQUAL, or = versus == 1n
POP-11, which makes control of the space complexity of the program difficult.

4This depends upon the compositional habits of the users, and should be capable of experimental verifi-
cation once a corpus of documents is established.
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