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Abstract

Traditionally, computational complexity has considered only static prob-
lems. Classical Complexity Classes such as NC, P, NP, and PSPACE are de-
fined in terms of the complexity of checking — upon presentation of an entire
input — whether the input satisfies a certain property. These complexity classes
are not completely appropriate for database systems. Unfortunately, appropri-
ate Database Complexity Classes have not yet been defined. This thesis makes
a step towards correcting this situation.

Here, we introduce the complexity class, Dynamic First-Order Logic (Dyn-
FO). We define it to be the set of dynamic problems that can be expressed in
first-order logic. What this means is that we maintain a database of relevant
information so that the action invoked by each insert, delete, and query is
first-order expressible.

This corresponds to the sets of properties that can be maintained and
queried in first-order logic, i.e., relational calculus, on a relational database.
This is very natural in the database setting. In fact, Dyn-FO is really the set
of queries that are computable in a traditional first-order query language.

Our results shed light on some of the interesting differences between static
and dynamic complexity. We show the surprising fact that a wealth of problems,
including connectivity, are in Dyn-FO. Thus, considered as dynamic problems -
and that is what database problems are — these problems are already first-order
computable. The problems we show to be in Dyn-FO include: reachability in
undirected graphs, maintaining minimum spanning forest, k-edge connectivity
and bipartiteness. All regular languages are shown to be in Dyn-FO. We even
show that decent approximation algorithms for several NP complete problems
are in Dyn-FO. The static versions of all these problems are, of course, not
first-order.

1 Introduction

In our view, the main two differences between database complexity and traditional
complexity are:

1. Databases are dynamic. The work to be done consists of a long sequence of
small updates and queries to a large database. Each update and query should
be performed very quickly in comparison to the size of the database.

2. Computations on databases are for the most part disk access bound. The
cost of computing a request is usually tied closely to the number of disk pages
that must be read or written to fulfill the request.



Of course, a significant percentage of all uses of computers have the above two
features. In this thesis, we focus on the first issue. Dynamic Complexity is quite
relevant in most day to day tasks. For example: Texing a file, Compiling a program,
Processing a visual scene, Performing a complicated calculation in Mathematica, etc.
Yet an adequate theory of dynamic complexity is lacking. (Recently, there have been
some significant contributions in this direction, e.g. [MSTV93]. Note that dynamic
complexity is different although somewhat related to On-line complexity which is
receiving a great deal of attention lately.)

For many, if not most, applications of computers including: databases, text edi-
tors, program development, it is more appropriate to model the process as a dynamic
one. There is a fairly large object being worked on over a period of time. The object
is repeatedly modified by users and computations are performed. Thus a dynamic
algorithm for a certain class of queries is one that can maintain an input object, e.g.
a database, and process changes to the database as well as answering queries about
the current database.

11. Related Work

In [DST93], Dong, Su and Topor consider the incremental evaluation problem for
Datalog queries, namely, repeatedly evaluating the same Datalog query to a database
that is being updated between successive query requests. They define a first or-
der incremental evaluation system (FOIES), with respect to a given Datalog query,
where the incremental evaluation is carried out by a non-recursive Datalog program.
They point out that non-recursive Datalog programs are much better than recursive
ones using elaborate data structures for database applications, since they reduce the
number of relational join operations.

Our approach is similar to their approach in the sense that both store derived
relations for reuse after updates. However, Dyn-FO is a general complexity class
and it involves both insertions and deletions. Monotone Dyn-FO (which allows only
insertions) is equivalent to FOIES. Defining the arity of a Dyn-FO expression as the
arity of the auxiliary (norn-input) relations used in the first order logic formulae for
handling updates, we see that the notion of space-free FOIES is related to devising
minimum arity Dyn-FO! expressions, in the sense that problems in space-free FOIES,
by definition, have minimum arity Dyn-FO expressions.

Previously, Dong and Su, in [DS93] have shown that reachability in directed,

acyclic graphs and in function graphs is in Dyn-FO. But they do not consider a
general framework for dynamic complexity.

1We shall use Dyn-FO interchangably to denote a class of decision problems and a language.



The incremental approach, namely, to use the difference between successive database
states and the answer to the query in one state to reduce the cost of evaluating the
query in the next state, plays a role in maintaining materialized views upon updates
([J92], [GMS93], [I85]), and in integrity constraint simplification ([LST87], [N82]). In
these studies, the authors investigate how to maintain first-order definable views effi-
ciently under updates to the underlying database. In our framework, we can interpret
their approaches as determining ways to implement fast Dyn-TIME solutions for a
subclass of Dyn-FO. For example, [GMS93] show that a very restricted subclass of
Dyn-FO is in Dyn-TIME[1).

The design of dynamic algorithms is an active field. See, for example, [E*92a),
[E*92b], [R92], [CT91], [F83a], [F83b] amongst others. Our work is also informed by
[MSTV93] which does some of the ground work for a complexity theory of dynamic
complexity.

This chapter is organized as follows. In section 2, for any static complexity class
C, we define the corresponding dynamic class, Dyn-C. The class Dyn-FO is the case
we emphasize. Then, in section 3, we present several of the above mentioned Dyn-FO
algorithms.

2 Dynamic Complexity Classes

We think of an implementation of a problem S C STRUCT|¢| as a mapping, I,
from STRUCT[¢] to STRUCT|r] where T C STRUCT]|7] is an easier problem. The
map I should be a many-one reduction from S to T' meaning that any structure A
has the property S iff I(.A) has the property T. (Actually, in our definition below,
the mapping J will map a sequence of inserts and deletes 7 to a structure. In the
interesting special case when I(7) depends only on the corresponding structure A and
not which sequence of inserts and deletes created it, we call I memoryless.)

We are thinking and talking about a structure 4 € STRUCT[o], but the struc-
ture that we actually have in memory and disk and are manipulating is I(A) €
STRUCT([r]. In this way, each insert or delete on A is interpreted as a corresponding
series of actions on I{.A). The fact that I is a many-one reduction insures that the
query asking whether A € S can be answered according to whether I(A) € T

In traditional static complexity, the entire input structure A is fixed and we are
interested in deciding whether A € S for a relevant property, S. In the dynamic
case, the structure changes over time. The actions we have in mind are a sequence
of insertions and deletions of tuples in the input relations. We will usually think of
our dynamic structure, A = ({0,1,...n -1}, Ry,..., R,,c1,...,¢), as having a fixed



size potential universe, |A| = {0,1,...n — 1}, and a unary relation R,, specifying
the elements in the active domain. The initial structure of size n for this vocabulary
will be taken to be A2 = ({0,1,...n — 1},{0},0,...,0,0,...,0), having R, = {0}
indicating that the single element 0 is in the active domain and all the other relations
are empty.

Next we give the formal definition of dynamic complexity classes. The issue is that
the structure I(.A) can be updated efficiently in response to any insert or delete to A.
In particular, if 7 € FO and all such inserts and deletes are first-order computable,
then S € Dyn-FO.

21. Definition of Dyn-C

For any complexity class C we define its dynamic version, Dyn-C, as follows. Let

o= (R} ...R%,ci,...,c;) be a vocabulary and let S C STRUC[r] be any problem.
Let

Rn,a‘ = {ins(i"—l)7del(i’a)’set(jia')|1 S i S s’a e {0"' * )n - 1}6")1 S j S t}

be the set be possible requests to insert tuple @ into the relation R;, delete tuple @
from relation R;, or set constant ¢; to a.

Let eval,, : R}, , = STRUCT(o] be the naturally defined evaluation of a sequence
of requests, initialized by eval, ,(0) = Aj.

Define, S € Dyn-C iff there exist another problem T C STRUC|7] such that T € C
and there exist maps,

f: R}, — STRUCT[r]; g:STRUCT[r] X Ryn, — STRUCT(7]
satisfying the following properties.
1. For all 7 € R, ,, (eval,.(7) € §) & (f(F) €T)
2. For all s € Ry, and 7 € R}, ,, f(eval,o(7s)) = g(f(eval,q(F)), s)
3. ﬂ F(7)] = Jeval, o (7)|°), where for any structure, A, |.A| denotes the size of A

4. The functions g and the initial structure f(@) are computable in complexity C,
(as a function of n).

2This expec.ts that the complexity class C is closed under polynomial increases in the input size.
For more restricted classes C, such as linear time, we insist that |f(7)] = O([eval, . (7)]).



We will say that the above map f is memoryless if the value of f(7) depends only
on eval, o (7).

In the above, if only inserts and queries are considered, i.e., no deletes, then we
get the class Dyn,-C, the semi-dynamic version of C. One can also consider amortized
versions of these two classes. Furthermore, there are some cases where we would like
extra, but polynomial, precomputation to compute the initial structure f(@). If we
relax condition (4) in this way, then the resulting class is called Dyn-C* — Dyn-C with
polynomial precomputation.

We have thus defined the dynamic complexity classes Dyn-C for any static class,
C. Two particularly interesting examples are Dyn-FO and Dyn-TIME([t(n)) for ¢(n) €
o(n), where the latter is the set of problems computable dynamically on a RAM (with
word size O(log n)) in time t(n).

" In [TY79], Tarjan and Yao propose a dynamic model whose complexity measure
is the number of probes into a data structure and any other computation is for free.
The idea is to be able to optimize the number of disk input-outputs. There are two
versions of this model: Bit Probe model, in which the word size of the RAM is 1 bit
and the Uniform Probe model in which the word size is O(log n). Recently Miltersen
in [M2] renewed investigation into the Bit probe model and got some interesting
results. In our framework, Dyn-PROBE(t(n)], and Dyn-BIT-PROBE[t(n)| refer to
the set of problems computable dynamically on a RAM with word size O(log n) and
O(1), respectively, making at most ¢(n) probes.

3 Problems in Dyn-FO

Let graph reachability denote the following problem: given a graph, G, and vertices
z,y, determine if there is a path from z to y in G. We shall use 1GAP, UGAP,
GAP (acyclic), respectively, to denote graph reachability on directed graphs with
out-degree at most 1, undirected graphs and acyclic directed graphs where the inserts
preserve acyclicity. It is well known that the graph reachability problem is not first-
order expressible and this has often been used as a justification for using database

query languages more powerful than FO [CH1]. Thus, the following two theorems are
striking.

Theorem 3.1 UGAP is in Dyn-FO.

Proof: We maintain a spanning forest of the underlying graph via relations, F(z,y)
and PV(z,y,u) and the input relation, E. F(z,y) means that the edge (z,y) is in the



current spanning forest. PV(z,y, u) means that there is a (unique) path in the forest
from z to y via vertex u. The vertex, u, may be one of the endpoints. So, for example,
if F(z,y) is true, then so are PV(z,y,z) and PV(z,y,y). We maintain the undirected
nature of the graph by interpreting insert(E,a, b) or delete(E,a, b) to do the operation
on both (a,b) and (b, a).

Insert(E,a, b): We denote the updated relations as E', F' and PV'. In the sequel, we
shall use P(z,y) to abbreviate (z =y V PV(z,y,z)), and Eq(z,y, ¢, d) to abbreviate
the formula,

(z=cAy=d)V(z=dAy=c)).

Maintaining the input edge relation is trivial:

E'(z,y) = E(z,y)V Eq(z,y,a,b)

The edges in the forest remain unchanged, if vertices, a and b, were already in the
same connected component. Otherwise, the only new forest edge is (a, b).

Fl(m:y) = F(z,y) Vv (Eq(z,y,0,5) A —P(a,d))

Now all that remains is to compute PV’. The latter changes iff edge (a,b) connects
two formerly disconnected trees. In this case, the new tuples (z,y,2) have = and y
coming from one each of the trees containing a and b.

PV'(z,y,2) = PV(z,y,2) V (Eq(z,y,a,b) A (z=aV z = b))
V(-P(z,y) A (3u,v) Eq(u,v,a,b) A P(z,u) A P(v,y)
ANz=aVz=bV PV(z,u,z) V PV(v,y,2)))

Delete(E,a, b): If edge (a,b) is not in the forest (- F(a, b)), then the updated rela-
tions are unchanged, except that E'(a,d) is set to false. Otherwise, we first identify
the vertices of the two trees in the forest created by the deletion, and then we pick
an edge, say e, out of all the edges (if any) that run between the two trees and insert
e into the forest, updating the relations, PV and F, appropriately.

We define a temporary relation T to denote the PV relation after (a, b) is deleted,
before the new edge, e, is inserted.

T(z,y,2) = PV(z,y,2) A ~(PV(z,y,a) A PV(z,y,b))

Using T, we then pick the new edge that must be added to the spanning forest.
New(z,y) is true if and only if edge (z,y) is the minimum?® edge that connects the

3Note that this uses an ordering on the vertices. If no such ordering is given, then we can order
edges by their order of insertion. In either case, this reduction is not memoryless because it depends
on the history. It is open as to whether there exists a memoryless first order formula.



New(z,y) = E(z,y) A T(a,z,a) A T(b,y,b)
A (Yu,v)(E(z,v) A T(a,u,a) A T(b,v,b)) - (2 <u V(z=uAy <v))

E', F' and PV’ are then defined as follows:
E'(z,y) = E(z,y) A -Eq(z,y,q,b)
We remove (a, b) from the forest and add the new edge.

F'(z,y) = (F(z,y) A ~Eq(z,y,4,b)) V New(z,y)V New(y,z)

The paths in the forest, from z to y via z, that did not pass through @ and b,
are valid. Also, new paths have to be added as a result of the insertion of a
new edge in the forest.

PV'(z,y,2z) = T(z,y,2) V [(Fu,v)(New(u,v) V New(v,u)) A T(z,u,z)
A T(y,v,9) A (T(2,u,2) V T(y,v,2))]

We give a new Dyn-FO algorithm for the following result.

Theorem 3.2 ([DS93]) 1GAP and GAP (acyclic) are in Dyn-FO.

Proof: 1GAP follows easily from UGAP. For the GAP (acyclic) case, the inserts
are assumed to always preserve acyclicity. We maintain the path relation, P(z,y)
which means that there is a path from z to y in the graph. (see figure 1).

Insert(E,a,b):
P'(z,y) = P(z,y)V (P(z,a) A P(b,y))
Delete(E,a, b):

P'(z,y) = P(z,y) A [(P(z,a) A P(b,y))V (u,v) P(z,u)A P(u,a)A E(u,v)
A=P(v,a)A P(v,y) A (v# bV u # a))

In the case where there is a path from z to y using the edge (a,b), consider any
path not using this edge. Let u be the last vertex along this path from which a is
reachable. Note that u # y because the graph was acyclic even before the deletion
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Figure 1: GAP
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of edge, (@,b). Thus, the edge, (u,v), described in the above formula must exist and
acyclicity insures that the path ¢ — u — v — y does not involve the edge, (a,b). |

Let TR denote the following problem: For G, a directed acyclic graph, recall that
the Transitive Reduction, TR(G), is the minimal subgraph of G having the same
transitive closure as G.

Corollary 3.3 Transitive Reduction for directed acyclic graphs is in memoryless
Dyn-FO.

Proof: We maintain the path relation, P, as in Theorem 3.2.
Insert(E,(a,b)): If P(a,b) already holds, then there is no change. Otherwise, we
may have to remove some edges from TR. TR'(z,y) is given by

(TR(z,y) A P(a,6))V [~P(a,b) A(z = aAy =b)V[TR(z,y) A =(P(z,a) A P(b,3))]]

Delete(E,(a,b)): We have to determine the new edges that might be added in TR.
New(z,y) holds if there was a path from z to y via (a,b) and no path of length > 1
remains when (a, b) is deleted.



New(z,y) = E(z,y) A ~“TR(z,y)A P(z,a)A P(b,y)
A (Vu,v) =[P(z,u)A P(u,a)A E(u,v)
A=P(v,a)A P(v,y) A (v # bV u # a)]

TR'(z,y) = (TR(z,y) A ~(z = a Ay = b)) V New(z,y)
[ |

Let Minimum Spanning Forest denote the following problem: given an undirected
graph G with weights on the edges, determine the minimum weighted spanning forest
of G.

Theorem 3.4 Minimum Spanning Forest is in Dyn-FO.

Proof: The general idea is to maintain the forest edges and non-forest edges dynam-
ically and to maintain the relations PV(z,y, €) and F(z,y) as in the case of UGAP.
Let W(a,b) denote the weight of edge (a,b). The difference from UGAP is that we
have to maintain the minimum weighted forest. That changes our update procedures
in the following way.

Deletion of an edge, say (a,b), is handled as follows. We determine, using PV, all
the vertices that can be reached from a in the tree and all those that can be reached
from b. These give the vertices in the two trees that the original tree splits into.
Then, instead of choosing the lexicographically first non-forest edge that reconnects
the two pieces, we choose the minimum weight such edge, and insert it. If there is
more than one such minimum edge, then we break the tie with the ordering. PV is
updated accordingly to reflect the merging of two disconnected trees into one.

When an edge,say (a,b) is inserted, we determine if there exists a path between a
and b. If there is no path, then (a,b) merges two trees into one, and PV is updated
as before for UGAP. Otherwise, using PV, we can determine the forest-edges that
appear in the unique path in the forest between b and a, and check to see if weight of
the new edge, (a, b) is less than the weight of any of these edges. If not, then (a, b) is
not a forest edge and nothing changes. Otherwise, let (c,d) be the maximum weight
edge on the path from a to b. We make F'(c, d) false and F/(a, b) true and update PV
accordingly. It is easy to see that if the weights are all distinct, or in the presence of
an ordering on the edges, this construction is memoryless. ]

We next show that similar algorithms exist for Bipartiteness, Edge Connectivity,
Least Common Ancestor queries (in rooted trees), Maximal Matching and Maximal
Independent Set (in bounded degree graphs). These latter two have no known sub-
linear time fully dynamic solutions.



Theorem 3.5 Let k be a fized constant. Dyn-FO algorithms ezist for the following
problems:

1. Bipartiteness,
2. k-FEdge Connectivity,
8. Mazimal Matching in undirected graphs,

4. Least Common Ancestor in rooted trees.t

Proof:

1. We maintain bipartiteness in undirected graphs by maintaining relations PV(z, y, 2)
and F(z,y), as for UGAP, and also, Odd(z,y), which means that there exists
a path of odd length from z to y in the spanning forest. The graph is bipartite
iff (Vo, ) E(z,y) — 0dd(z,).
We show how to update Odd in Dyn-FO.
Insert(E,a,b): If the new edge, (a,b) becomes a forest-edge, we determine for
all newly connected vertices z and y whether the new path is odd: If on the
other hand, (a,b) is added as a non-forest edge, Odd is unchanged.

0dd'(z,y) = Odd(z,y) V[-PV(a,b,a)A
(3u,v)Eq(%,v,a,b) A PV(z,u,z) A PV(y,v,y)
A((Odd(z,2) A Odd(y,v)) Vv (-0dd(z,u) A ~Odd(y,v))))

Delete(E, a,b): If (a, b) is a non-forest edge, Odd is unchanged. Otherwise, for
all vertices z,y, which are in the two disconnected trees that result from deletion
of (a,b), make Odd(z,y) and PV(z,y, z) false. Then, we select some edge (if
any) that spans the disconnected components and insert it in and update Odd
and PV exactly as for the insertion case. The Dyn-FO expressions for doing
that are as shown before.

2. As before, we maintain the relations, E,F and PV. Insertions and deletions are
handled as for UGAP. The query is handled as follows. Since k is constant, we
universally quantify over k edges, say, (21,%1),- . -,(2k, ¥&), and then, for every
pair of vertices,  and y, check for a path between  and y in the graph that is
obtained after deletion of edges, (21,%1),...,(Z, ¥x), by composing the Dyn-FO
formula (for a single deletion) k times.

*Rooted trees are trees where all the edges have an orientation toward a fixed vertex called the
root.

10



3. We maintain a maximal matching in DYN-FO by maintaining, under insertions
and deletions of edges, a relation, Match(z, y) which means that the edge (z,y)
is in the matching. Initially, for the empty graph, Match(z, y) is false for all =
and y. As usual, all relations are symmetric. We shall use MP(z) to abbreviate
the formula:

(32)Match(z, 2)

Insert(E,a,b): The matching remains unchanged except that the edge (a,b) is
checked to see whether it can be added. Match'(z,y) is given by

Match(z,y) V (Eq(z,y, e,b) A -MP(a) A ~MP(b))

Delete(E,a,b): If (a,b) is not in the matching, then Match is unchanged.
Otherwise, we remove (a,b) from the matching. We pick vertices (the lexico-
graphically minimum) adjacent to e and b, if any, and add the corresponding
edge(s) to the new matching. Match'(z,y) is given by

(Match(z,y) A -Eq(z,y, a,b)) vV (Match(a, b) A (New(z,y) V New(y,z)))

where New(z,y) means that z = a and y is the new vertex matched with a
or ¢ = b and y is the new vertex matched with b. Let New,(u,v) denote that
u = a and v is the new vertex matched with a.

New,;(u,v) = (v = a A "MP(v) A E(u,v) A (V2)[(E(a, z) A -MP(z)) — v < 2])

Then, New(wu,v) can be expressed as follows: either New;(u,v) is true or u = b
and v is the new vertex matched with b.

New(u,v) = New;(u,v) V (v = bA ~-MP(v) A E(u,v) A —New,(z)
A(V2)[(E(b, z) A “MP(z) A ~New,(a,z)) - v < 2])

The solution above can be maintained in Dyn-TIME[1] if for each vertex we
maintain separate linked lists of the matched and unmatched neighbouring ver-
tices.

4. Least common ancestors in a forest of rooted trees are readily maintained, under
deletions and insertions of edges that preserve acyclicity, using PV and the
relations, Level(z,7) meaning that vertex z is at level 7 from the root of the
unique tree to which it belongs, and Root(z) < Level(z,0), meaning that vertex
z is a root of a tree. F is not needed because the inserts preserve the acyclicity
of the graph. In the following expressions, we shall frequently use PV(z,y,y)

11



meaning that there is a path from z to y. Now, LCA(z,y,a) meaning a is the
least common ancestor of vertices, ¢ and y iff

(3¢) PV(z,a,a) A PV(y,a,a)A Level(a,i)A

(Vb # a)((37) PV(=z,b,b) A PV(y,b,b) A Level(b,j) — j > 1)

We know how to maintain PV. Level and Root can be easily maintained by first-
order formulae. Level changes only if an insert removes a root from the forest,
or a delete adds a root to the forest. In these cases, Root changes appropriately.
Let New(z) denote that  is a new vertex that is an end point of the edge added
in: New(z) = (Vv)-E(v,2) A -E(z,v).

Insert(E,a,b): Note that since inserts preserve the acyclicity of the graph,
insert never adds an edge between two old nodes in the same tree. There are
several other cases to consider. Level(z,1) is easily updated in each case as
follows.

e If a is a new node and b is any (root or non-root) old node (the opposite
case is analogous): Level is unchanged except for the new vertex.

Level'(z,%) = (z = a A ((3j)Level(b,j) A j + 1 =1)) V Level(z,1)

e If both a and b are new nodes: In this case, edge (a,b) is the sole edge
in the tree containing a and b. Level is unchanged except for the levels of
nodes, a and b. We arbitrarily choose one to be the root (in this case, the
lexicographically smaller node). Then, Level'(z,%) is given by:

(z=aAi=1Aa>b)V(z=bAi=0Aa>b)
Vie=bAi=1Ab>a)V(z=aAi=0Ab>a)V Level(z,i)

o If both a and b are roots: We arbitrarily choose the lexicographically
smaller one to be the root and increment the levels of all the vertices in

the other tree by 1. The level of other vertices is unchanged. Level'(z,3)
is as follows:

(Fy)((e>bAy=a)V(b>aAy=Db)A
(PV(z,y,y) A (Fk)Level(z, k) A k+1 = 1))
Viz=yA i=1)V (Level(z,i) A  #yA-PV(z,y,7))

12



e If both a and b are old nodes and say, a is a root node and b is a non-root
node (the opposite case is analogous): In this case, the level of nodes in the
forest remain unchanged except in b’s tree where the levels are recomputed
to reflect the new orientation of the tree wherein a is the new root and b
is its child, and all the nodes in b’s tree are linked to a via b. The new
level of any node, say z, in b’s tree is computed from the level of b, level
of LCA(b, z) and level of z. Thus, Level'(z,1) is given by:

(=PV(z,b,b) A Level(z,z)) V(z=bAi=1)V
((32,7,k,))LCA(z,b,z) A Level(b,k) A Level(z,5) A Level(z,1)
A=j+k—2l)

In the case when both a and b are non-root old nodes, we choose the
lexicographically greater of the two as the parent node and proceed as
above, but taking care now that a is not the root and hence it is at some
non-zero level, 29, to begin with.

Delete(E,a,b): In this case, the tree containing a and b breaks into two new
trees, one containing a and the other, b. Suppose level of a is greater than b.
The opposite case is analogous. Node a becomes a new root of a tree in the
forest. The level of the nodes in the other subtrees of b’s tree and all other trees
remain unchanged. The new level of a is 0 and the new level of any node in its
tree is just the previous value minus the previous value of a’s level. We need
the following predicate: Thus, in this case, Level'(z, 1) is given by

(Level(z,i) A ~PV(z, a,a)) V (Level(z,i) A PV(z,a,b))V (z=aAi=0)
V((34, k)Level(a,j) A Level(z,k) A PV(z,a,a) A -PV(z,a,b) At =k — j)
i

It is an interesting phenomenon that constant-approximations to certain NP com-
plete optimization problems can be maintained by FO relational formulae. We will
see this in a future paper.

4 Dyn-FO versus NC!, L and NL

We have shown that 1GAP and GAP(acyclic) are in Dyn-FO. These problems are
hard for L and NL respectively via ordinary first order reductions that do not preserve
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dynamic complexity in general. Hence, it does not follow that NL, or even L, or even
NC! is contained in Dyn-FO. The relationship between Dyn-FO and even a low level
parallel complexity class such as TC?, that is contained in NC?, is not clear. Problems
such as Addition and Multiplication of two n bit numbers, z,y, which are both in
TC®, are in Dyn-FO, under updates such as Change(z, ¢, b) or Change(y, 1, b) meaning
that the i-th bit (from the right/least significant position starting at 0) of = is set to
b,for 1 <i<mn,b=0/1.

Proposition 4.1 Multiplication s in Dyn-FO.

Proof: Given two n bit numbers, z,y, their addition can be expressed in FO C
Dyn-FO. We maintain the product in a bit array, P. Suppose the update operation is
Change(z,1,b). (Change (y,?,b) is analogous.) There are two cases:

If the bit is changed from 0 to 1, then P’ is given by shifting y by 7 bits to the right
and then adding it to P. It is easily accomplished by a first-order formula.

If the bit is changed from 1 to 0, then P’ is given by shifting y by 2 bits to the right
and then adding the 2’s complement of the resulting number to P. Again this is easily
accomplished by a first-order formula. n

However, UGAP and Transitive Reduction which are suspected not to be in NC?!
can be expressed in Dyn-FO. We can prove the following, but most relations between
Dyn-FO and static complexity classes are open.

Theorem 4.2 The following classes of problems are in Dyn-FO:

1. All regular languages,

2. D, the Dyck language on k parentheses, for any constant k.

Proof:

1. Given any regular language, let @, X, A, o, F' denote the state set, the alphabet,
the transition function, the initial state and the set of final states of the DFA
that accepts L. We show two different solutions. The first uses O(n?) and the
second O(n) bits of memory.

The first idea is to maintain the partial product of the fixed sized mapping
@ — @ that is induced by every sub-sequence of the input word, w; . . .Wj_, for
all 7 and j, in a relation, A, and update it in parallel. Let w = wyw,...w,. Let
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o; : @ — @ be the map induced by the transition function on w; i. e. oy(p) =
A(p,w;), and let 0;; : @ — Q be the map

gi:...* 0y,

where - denotes composition. We shall use Boolean constants é,,, to encode

A.
For all z € ¥ and p,q € @, 8.4 equals 1 iff A(p,z) = q.
A will have the following property: For all p,ge Q andn <i<j5<1,
A(i,5,p,9) © 04-1(p) = q.
The query, “Is w in L?”, is answered by checking whether
Af(A(L,n+ 1,90, /)N f € F).

The update operation is Change(m, z) meaning change the mth input symbol
to z, where 1 <m < n and z € ¥. Then, A is updated as follows:

A'li,j,p,9] = GE=jAp=q)V[(E<)A
[((t>mVj<m)A A(i,5,p,q))V
(<m<jA

Va,teQ A(i,m,p, ‘9) A 6E,H.t A A(m + 1:j: t; q))]]

To reduce the number of bits of storage in the second solution, we maintain the
fixed sized mapping @ — @ that is induced by every symbol of the input word,
w (Jw| = n) at the leaves of a balanced binary tree, and at every internal node
the composition of the mappings of its children. The height of the tree is log n.
Changing any symbol in the input word, say w;, changes the induced map on
the state set 0;:QQ — @, and in effect that changes all the maps stored in the
nodes along the path from the leaf corresponding to i to the root. Since, the
information stored at any node is only of constant size (2|@Q|), on changing sym-
bol, w(i], a first-order formula can guess the O(log n) bits along the unique path
from leaf 7 to the root and verify it in parallel against the values of the stored
tree relation and then update it in parallel (by computing the new composition
at the internal nodes).

Assume for convenience that n = 2% — 1 for some k. Let ¢ = 2|Q|. Let
o0 : @ — @ denote a mapping from @ to Q. We can encode o by a block
pair of constant size, viz., 2log g bits. We shall denote the vertices in the
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tree as pairs (z,2), for 1 < 2 < n and 0 < 7 < logn and the input bits
being (z,0). We shall use the relations TreePath(z,0,y,%), Contents(v,%,0)
and Child(v,%,u,7 — 1) to maintain the balanced binary tree and the contents
at each node. TreePath(z,0,y,:) means that there is a path in the tree from
the input node, (z,0), to node, (y,1). Contents(v,,0) means that node, (v,12),
stores the mapping, o. Child(v,%,u,? — 1) means that node (u,7 — 1) is a child
of node (v,7). Then, the query, “Is w in L?” is answered by checking whether

\/ Contents(root, i, o)
a(s)eF

i. e. if the root of the tree stores an induced map that maps the initial state
to a final state. This is a finite disjunction over a constant number = |Q]I?!
possibilities.

Since Q is constant, it is trivial to encode a mapping o : Q — @ by Boolean
variables by, ...,b, where s = 2q and for all i, |b;| = ¢ and o(bsi—1) = by:. Let
¢ = 2¢°. We can then define a formula Value(z;,...,zqy,k, o) meaning that
the k-th bits of first-order variables z;, for 1 < i < ¢/, encode the mapping, o,
for 0 < k <logn — 1. Using Value, TreePath, Contents and Child, we can then
define the updated relation, Content’.

Change(wy,) to w),. Let o}, denote the new induced map on the state set at
the leaf-node, m:

Content'(v,1,0) = (~TreePath(m,0,v,1) A Content(v,1, 7))
V (3zy,...,2¢)R(21,...,2¢,m,0h) A Value(zy,...,zq,1,0)

where R(z1,...,24,m,0’) is a first-order formula that checks in parallel that
for every level, I, of the tree, oy (such that Value(z,,...,zq,l,01)) is encoded
in z,...,2y, and that o - oy = o141 (or, onn + 01 = 0y41) where oy is the left
(resp., right) sibling of the vertex at level [+ 1. We leave the remaining details
as an exercise for the interested reader.

. We show the D? case. The theorem follows by an easy adaptation. D? can
be parsed using the level trick: assign a level to each parenthesis starting at
one and ignoring the differences in parenthesis type. The level of a parenthesis
equals the number of left parentheses to its left (including it) minus the number
of right parentheses strictly to its left. A right parenthesis matches a left one
if it is the closest parenthesis to the right on the same level. A string is in D2

iff all parentheses have a positive level and each left parenthesis has a matching
right parenthesis of the same type.
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In [BC89], the authors showed that D € TC®. We basically note that the
relations they used can be updated in FO. Let

LEFT(RIGHT)(z) = parenthesis at position 7 is a left (right)type

LEVEL(z,l) = parenthesis at position 1 is at level [
MATCH(7,j) = parenthesis at position i matches parenthesis at j
D2 = input is in D2,
LEFT, RIGHT, MATCH and D2 can be described by FO formulae. For exam-
ple, D? =
(V9)(3)(I > 0A LEVEL(%, 1)) A (V7)(3k)LEFT(5) A RIGHT(k)A MATCH(j, k)

Let {#z : f(z)} denote the number of z’s such that f(z) is true. LEVEL is

then expressed as:

LEVEL(z,!) = (Jy)(y = #z : 2 <t A OPEN(z))
AN3Iz)(z=#=z:2 <iA CLOSE(z)) Ay 2 2Al=y—2z

Clearly LEVEL is in Dyn-FO, i.e., LEVEL can be updated in FO: under an
insert(z,’ [{) operation, for example, we have for ¢ < z, LEVEL'(z,l) same
as LEVEL(s,1), for ¢« > z, LEVEL'(3,l) if LEVEL(:,l — 1), and for i = =z,
LEVEL/(z, 1) iff for some m, LEVEL(z—1,m) and (({ = m—1 and OPEN(z—1))
or (CLOSE(z — 1) and I = m)). The deletes and insert of a closed parenthesis
can be handled similarly. [

Theorem 4.3 The following complezity classes are contained in Dyn-FO*:

1. Read-k times only L, for any constant k,

2. Read-k times NL, for any constant k.

Proof: We shall use the following lemma. Let LAYERED-GAP denote the reach-

ability problem in a layered (with edges between vertices in adjacent layers) acyclic
directed graph.

Lemma 4.4 LAYERED-GAP is in Dyn-FO.
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Proof: Assume w.l.o.g. that the number of vertices in each level is the same. Let

l,n denote the number of levels and number of vertices in each level. We denote the
graph as G = (V,E) where V is given by a pair (z,1), where z € [n] and i € [I]. We
maintain the relations E and P as before.

Consider an insert(E, (a, k), (b,m)) operation: if m = k+ 1, we disregard the update,
otherwise we insert the new edge into E’ and update P as follows:

P'((2,3),(,9)) = [(P((2,3),(a,k))V (z =aAni=F))A
(P((6,m), (3,5))V (b =y Am = j))]
VP((z,4),(¥,7))

Consider a delete( E, (a, k), (b, m)) operation: if m = k + 1, we disregard the update,
otherwise we update E easily and P as follows:

P'((2,i),(3,9)) = (P((2,3),(%,9))A (G <kVi>m))V
(Fu, v)(E'((u, k), (v, b+ 1)) A

P((=,1), (u, k)) A P((v, k + 1), (3,5)))
i

Actually the proof shows that polynomially many edge insertions and deletions
can be handled simultaneously in parallel as long as they occur between two adjacent
layers.

1. Given any logspace Turing machine, M, in polynomial time (actually FO) we
(see, for example {I87], [P]) build a layered acyclic directed graph, G, (with
out-degree at most 1) corresponding to M’s computation on blank input, such
that there is an edge from vertex z to y iff a valid move takes M from the
configuration corresponding to z to that corresponding to y. We precompute G
and the reachability predicates on G in polynomial time. Then, for any single
bit change in the input, possibly a large number of edges are deleted and/or
inserted in G. By the lemma above, for edges occurring between adjacent levels,
we can easily maintain the reachability predicates on G in Dyn-FO. We complete
the proof by noting that since any input bit is read only a constant number of

times along any single path in the graph, only constantly many levels are altered
in G.

2. The proof for read-k times non-deterministic logspace is similar. The computa-
tion graph in this case has outdegree greater than 1, but the lemma still holds
and the proof goes through as for the deterministic case. |
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